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What is AWS Device Farm?

Device Farm is an app testing service that you can use to test and interact with your Android, iOS,
and web apps on real, physical phones and tablets that are hosted by Amazon Web Services (AWS).

There are two main ways to use Device Farm:

» Automated testing of apps using a variety of testing frameworks.

« Remote access of devices onto which you can load, run, and interact with apps in real time.

(® Note

Device Farm is only available in the us-west-2 (Oregon) region.

Automated app testing

Device Farm allows you to upload your own tests or use built-in, script-free compatibility tests.
Because testing is performed in parallel, tests on multiple devices begin in minutes.

As tests are completed, a test report that contains high-level results, low-level logs, pixel-to-pixel
screenshots, and performance data is updated.

Device Farm supports testing of native and hybrid Android and iOS apps, including those created
with PhoneGap, Titanium, Xamarin, Unity, and other frameworks. It supports remote access of
Android and iOS apps for interactive testing. For more information about supported test types, see
Working with test types in AWS Device Farm.

Remote access interaction

Remote access allows you to swipe, gesture, and interact with a device through your web browser
in real time. There are a number of situations where real-time interaction with a device is useful.
For example, customer service representatives can guide customers through the use or setup of
their device. They can also walk customers through the use of apps running on a specific device.
You can install apps on a device running in a remote access session and then reproduce customer
problems or reported bugs.

Automated app testing API Version 2015-06-23 1
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During a remote access session, Device Farm collects details about actions that take place as you
interact with the device. Logs with these details and a video capture of the session are produced at
the end of the session.

Terminology

Device Farm introduces the following terms that define the way information is organized:

device pool

A collection of devices that typically share similar characteristics, such as platform,
manufacturer, or model.

job
A request for Device Farm to test a single app against a single device. A job contains one or
more suites.

metering

Refers to billing for devices. You might see references to metered devices or unmetered devices
in the documentation and API reference. For more information about pricing, see AWS Device

Farm Pricing.

project

A logical workspace that contains runs, one run for each test of a single app against one or
more devices. You can use projects to organize workspaces in whatever way you choose. For
example, you can have one project per app title or one project per platform. You can create as
many projects as you need.

report

Contains information about a run, which is a request for Device Farm to test a single app
against one or more devices. For more information, see Reports in AWS Device Farm.

run

A specific build of your app, with a specific set of tests, to be run on a specific set of devices. A
run produces a report of the results. A run contains one or more jobs. For more information, see
Runs.
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session

A real-time interaction with an actual, physical device through your web browser. For more
information, see Sessions.

suite

The hierarchical organization of tests in a test package. A suite contains one or more tests.
test

An individual test case in a test package.

For more information about Device Farm, see Concepts.

Setting up

To use Device Farm, see Setting up.
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Setting up AWS Device Farm

Before you use Device Farm for the first time, you must complete the following tasks:

Topics

Step 1: Sign up for AWS

Step 2: Create or use an IAM user in your AWS account

Step 3: Give the IAM user permission to access Device Farm

Next step

Step 1: Sign up for AWS
Sign up for Amazon Web Services (AWS).
If you do not have an AWS account, complete the following steps to create one.

To sign up for an AWS account

1. Open https://portal.aws.amazon.com/billing/signup.

2. Follow the online instructions.

Part of the sign-up procedure involves receiving a phone call and entering a verification code
on the phone keypad.

When you sign up for an AWS account, an AWS account root user is created. The root user
has access to all AWS services and resources in the account. As a security best practice, assign
administrative access to an administrative user, and use only the root user to perform tasks

that require root user access.

Step 2: Create or use an IAM user in your AWS account

We recommend that you do not use your AWS root account to access Device Farm. Instead, create
an AWS Identity and Access Management (IAM) user (or use an existing one) in your AWS account,
and then access Device Farm with that IAM user.

For more information, see Creating an IAM User (AWS Management Console).
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Step 3: Give the IAM user permission to access Device Farm

Give the IAM user permission to access Device Farm. To do this, create an access policy in IAM, and
then assign the access policy to the IAM user, as follows.

(® Note

The AWS root account or IAM user that you use to complete the following steps must
have permission to create the following IAM policy and attach it to the IAM user. For more
information, see Working with Policies.

1. Create a policy with the following JSON body. Give it a descriptive title, such as
DeviceFarmAdmin.

{
"Version": "2012-10-17",
"Statement": [
{
"Effect": "Allow",
"Action": [
"devicefarm:*"

1,

"Resource": [

nmin

For more information on creating IAM policies, see Creating IAM Policies in the IAM User Guide.

2. Attach the IAM policy you created to your new user. For more information on attaching IAM
policies to users, see Adding and Removing IAM Policies in the IAM User Guide.

Attaching the policy provides the IAM user with access to all Device Farm actions and resources
associated with that IAM user. For information about how to restrict IAM users to a limited set of
Device Farm actions and resources, see Identity and access management in AWS Device Farm.
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Next step

You are now ready to start using Device Farm. See Getting started with Device Farm.
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Getting started with Device Farm

This walkthrough shows you how to use Device Farm to test a native Android or iOS app. You use
the Device Farm console to create a project, upload an .apk or .ipa file, run a suite of standard tests,
and then view the results.

(@ Note

Device Farm is available only in the us-west-2 (Oregon) AWS Region.

Topics

 Prerequisites
« Step 1:Sign in to the console

» Step 2: Create a project

» Step 3: Create and start a run

o Step 4: View the run's results

» Next steps

Prerequisites

Before you begin, make sure you have completed the following requirements:
« Complete the steps in Setting up. You need an AWS account and an AWS Identity and Access

Management (IAM) user with permission to access Device Farm.

» For Android, you need an .apk (Android app package) file. For iOS, you need an .ipa (iOS app
archive) file. You upload the file to Device Farm later in this walkthrough.

(® Note

Make sure that your .ipa file is built for an iOS device and not for a simulator.

» (Optional) You need a test from one of the testing frameworks that Device Farm supports. You
upload this test package to Device Farm, and then run the test later in this walkthrough. If you
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don't have a test package available, you can specify and run a standard built-in test suite. For
more information, see Working with test types in AWS Device Farm.

Step 1: Sign in to the console

You can use the Device Farm console to create and manage projects and runs for testing. You learn
about projects and runs later in this walkthrough.

« Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.

Step 2: Create a project

To test an app in Device Farm, you must first create a project.

1. In the navigation pane, choose Mobile Device Testing, and then choose Projects.
2. Under Mobile Device Testing Projects, choose New project.

3. Under Create project, enter a Project Name (for example, M\yDemoProject).

4

Choose Create.

The console opens the Automated tests page of your newly created project.

Step 3: Create and start a run

Now that you have a project, you can create and then start a run. For more information, see Runs.

1.  On the Automated tests page, choose Create a new run.

2. On the Choose application page, under Mobile App, choose Choose File, and then choose an
Android (.apk) or iOS (.ipa) file from your computer. Or, drag the file from your computer and
drop it in the console.

3. Enter a Run name, suchasmy first test. By default, the Device Farm console uses the file
name.

4. Choose Next.

5. On the Configure page, under Setup test framework, choose one of the testing frameworks or
built-in test suites. For information about each option, see Test types and frameworks.
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w L N o

If you have not yet packaged your tests for Device Farm, choose Built-in: Fuzz to run
a standard, built-in test suite. You can keep the default values for Event count, Event
throttle, and Randomizer seed. For more information, see the section called “Built-in:
fuzz (Android and iOS)".

If you have a test package from one of the supported testing frameworks, choose the
corresponding testing framework, and then upload the file that contains your tests.

Choose Next.
On the Select devices page, for Device pool, choose Top Devices.
Choose Next.

On the Specify device state page, do any of the following:

To provide additional data for Device Farm to use during the run, under Add extra data,
upload a .zip file.

To install other apps for the run, under Install other apps, upload the .apk or .ipa files for
the apps. To change the installation order, drag and drop the files.

To turn on Wi-Fi, Bluetooth, GPS, or NFC radios for the run, under Set radio states, select
the corresponding check boxes.

(® Note

Setting the device radio state is available only for Android native tests at this time.

To test location-specific behavior during the run, under Device location, specify preset
Latitude and Longitude coordinates.

To preset device language and region for the run, under Device locale, choose a locale.

To preset the network profile for the run, under Network profile, choose a curated profile.
Or, choose Create network profile to create your own.

10. Choose Next.

11. On the Review and start run page, choose Confirm and start run.

Device Farm starts the run as soon as devices are available, typically within a few minutes.

To view the run status, on the Automated tests page of your project, choose the name

of your run. One the run page, under Devices, each device starts with the pending icon

@

in the device table, then switches to the running icon
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©

when the test begins. As each test finishes, the console displays a test result icon next to the device
name. When all tests are complete, the pending icon next to the run changes to a test result icon.

Step 4: View the run's results

To view test results from the run, on the Automated tests page of your project, choose the name
of your run. A summary page displays:

The total number of tests, by outcome.

Lists of tests with unique warnings or failures.

A list of devices with test results for each.

Any screenshots captured during the run, grouped by device.

A section to download the parsing result.

For more information, see Working with test reports in Device Farm.

Next steps

For more information about Device Farm, see Concepts.
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Purchase a device slot in Device Farm

You can use the Device Farm console, AWS Command Line Interface (AWS CLI), or Device Farm API
to purchase a device slot.

Topics

» Purchase device slots (console)

o Purchase a device slot (AWS CLI)

» Purchase a device slot (API)

Purchase device slots (console)

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. In the navigation pane, choose Mobile Device Testing, and then choose Device slots.

3. On the Purchase and manage device slots page, you can create your own custom package by
choosing the number of slots of Automated testing and Remote access devices that you want
to purchase. Specify slot amounts for both the current and next billing periods.

As you change the slot amount, the text dynamically updates with the billing amount. For
more information, see AWS Device Farmpricing.

/A Important

If you change the number of device slots but see a contact us or contact us to
purchase message, your AWS account is not yet approved to purchase the number of
device slots that you requested.

These options prompt you to send an email to the Device Farm support team. In the
email, specify the number of each device type that you want to purchase and for which
billing cycle.

(® Note

Changes to the device slots apply to your entire account and affect all projects.
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Purchase and manage device slots

(@ Changes to device slots apply to your entire account and will affect all projects. X
Automated testing Remote access
Automated testing allows you to run built-in or your own tests against devices in parallel with Remote access allows you to manually interact with devices through your browser with the

concurrency equal to the number of slots you've purchased.  Learn more 3 number of concurrent sessions equal to the number of slots you've purchased.

Learn more )
Current billing period
Current billing period
You currently have

You currently have
0 = | Android slots 0 = iOSslots

0 = Android slots 0 =) i0Sslots

Next billing period

Next billing period
From August 16, you will have

From August 16, you will have
0 4 | Android slots 0 4+, iOSslots

0 + Android slots 0 2, iOSslots

4. Choose Purchase. A Confirm purchase window appears. Review the information, and then
choose Confirm to complete the transaction.

Confirm purchase X

e  Automated Testing Android slot will be added to your account and =
will be immediately added to your bill.

e In , you will have”™ Remote Access Android slot, Automated Testing
Android slot, ® Automated Testing iOS slot and m Remote Access iOS slot and
o will be added to your recurring monthly bill.
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On the Purchase and manage device slots page, you can see the number of device slots that you
currently have. If you increased or decreased the number of slots, you'll see the number of slots
that you'll have one month after the date you made the change.

Purchase a device slot (AWS CLI)

You can run the purchase-offering command to purchase the offering.

To list your Device Farm account settings, including the maximum number of device slots that
you can purchase and the number of remaining free trial minutes, run the get-account-settings
command. You'll see output similar to the following:

{
"accountSettings": {
"maxSlots": {
"GUID": 1,
"GUID": 1,
"GUID": 1,
"GUID": 1
},
"unmeteredRemoteAccessDevices": {
"ANDROID": 0,
"I0S": O
},
"maxJobTimeoutMinutes": 150,
"trialMinutes": {
"total": 1000.0,
"remaining": 954.1
.
"defaultJobTimeoutMinutes": 150,
"awsAccountNumber": "AWS-ACCOUNT-NUMBER",
"unmeteredDevices": {
"ANDROID": 0,
"I0S": O
}
}
}

To list the device slot offerings that are available to you, run the list-offerings command. You
should see output similar to the following:
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"offerings": [

{
"recurringCharges": [
{
"cost": {
"amount": 250.0,
"currencyCode": "USD"
1,
"frequency": "MONTHLY"
}
1,
"platform": "IOS",
"type": "RECURRING",
"id": "GUID",
"description": "iOS Unmetered Device Slot"
1,
{
"recurringCharges": [
{
"cost": {
"amount": 250.0,
"currencyCode": "USD"
1,
"frequency": "MONTHLY"
}
1,
"platform": "ANDROID",
"type": "RECURRING",
"id": "GUID",
"description": "Android Unmetered Device Slot"
1,
{
"recurringCharges": [
{
"cost": {
"amount": 250.0,
"currencyCode": "USD"
1,
"frequency": "MONTHLY"
}

iF

"platform": "ANDROID",
"type": "RECURRING",
Ilidll: "GUID",
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"description": "Android Remote Access Unmetered Device Slot"
.
{
"recurringCharges": [
{
"cost": {
"amount": 250.0,
"currencyCode": "USD"
},
"frequency": "MONTHLY"
}
1,
"platform": "IOS",
"type": "RECURRING",
"id": "GUID",
"description": "iOS Remote Access Unmetered Device Slot"
}

To list the available offering promotions, run the list-offering-promotions command.

(® Note

This command returns only promotions that you haven't yet purchased. As soon as you
purchase one or more slots across any offering using a promotion, that promotion no
longer appears in the results.

You should see output similar to the following:

{
"offeringPromotions": [
{
"id": "2FREEMONTHS",
"description": "New device slot customers get 3 months for the price of 1."
}
]
}

To get the offering status, run the get-offering-status command. You should see output similar to
the following:
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"current": {
"GUID": {
"offering": {
"platform": "IOS",
"type": "RECURRING",

"id": "GUID",
"description": "iOS Unmetered Device Slot"
.
"quantity": 1
.
"GUID": {
"offering": {
"platform": "ANDROID",
"type": "RECURRING",
"id": "GUID",
"description": "Android Unmetered Device Slot"
1,
"quantity": 1
}
.
"nextPeriod": {
"GUID": {
"effectiveOn": 1459468800.0,
"offering": {
"platform": "IOS",
"type": "RECURRING",
"id": "GUID",
"description": "iOS Unmetered Device Slot"
1,
"quantity": 1
1,
"GUID": {
"effectiveOn": 1459468800.0,
"offering": {
"platform": "ANDROID",
"type": "RECURRING",
"id": "GUID",
"description": "Android Unmetered Device Slot"
1,
"quantity": 1
}
}
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}

The renew-offering and list-offering-transactions commands are also available for this feature.
For more information, see the AWS CLI reference.

Purchase a device slot (API)

1. Call the GetAccountSettings operation to list your account settings.

2. Call the ListOfferings operation to list the device slot offerings available to you.

3. Call the ListOfferingPromotions operation to list the offering promotions that are available.

(® Note

This command returns only promotions that you haven't yet purchased. As soon as you
purchase one or more slots using an offering promotion, that promotion no longer
appears in the results.

4. Call the PurchaseOffering operation to purchase an offering.

Call the GetOfferingStatus operation to get the offering status.

The RenewOffering and ListOfferingTransactions commands are also available for this feature.

For information about using the Device Farm API, see Automating Device Farm.
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AWS Device Farm concepts

This section describes important Device Farm concepts.

Device support in AWS Device Farm

Test environments

Runs

Reports in AWS Device Farm

Sessions

For more information about supported test types in Device Farm, see Working with test types in
AWS Device Farm.

Device support in AWS Device Farm

The following sections provide information about device support in Device Farm.

Topics

» Supported devices

« Device pools

« Private devices

» Device branding

« Device slots

» Preinstalled device apps

» Device capabilities

Supported devices

Device Farm provides support for hundreds of unique, popular Android and iOS devices and
operating system combinations. The list of available devices grows as new devices enter the
market. For the full list of devices, see Device List.
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Device pools

Device Farm organizes its devices into device pools that you can use for your testing. These device
pools contain related devices, such as devices that run only on Android or only on iOS. Device Farm
provides curated device pools, such as those for top devices. You can also create device pools that
mix public and private devices.

Private devices

Private devices allow you to specify exact hardware and software configurations for your testing
needs. Certain configurations, such as rooted Android devices, can be supported as private devices.
Each private device is a physical device that Device Farm deploys on your behalf in an Amazon

data center. Your private devices are available exclusively to you for both automated and manual
testing. After you choose to end your subscription, the hardware is removed from our environment.
For more information, see Private Devices and Working with private devices in AWS Device Farm.

Device branding

Device Farm runs tests on physical mobile and tablet devices from a variety of OEMs.

Device slots

Device slots correspond to concurrency in which the number of device slots you have purchased
determines how many devices you can run in tests or remote access sessions.

There are two types of device slots:

« A remote access device slot is one you can run in remote access sessions concurrently.

If you have one remote access device slot, you can only run one remote access session at a
time. If you purchase additional remote testing device slots, you can run multiple sessions
concurrently.

« An automated testing device slot is one on which you can run tests concurrently.

If you have one automated testing device slot, you can only run tests on one device at a time. If
you purchase additional automated testing device slots, you can run multiple tests concurrently,
on multiple devices, to get test results faster.
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You can purchase device slots based on the device family (Android or iOS devices for automated
testing and Android or iOS devices for remote access). For more information, see Device Farm

Pricing.
Preinstalled device apps

Devices in Device Farm include a small number of apps that are already installed by manufacturers
and carriers.

Device capabilities

All devices have a Wi-Fi connection to the internet. They do not have carrier connections and
cannot make phone calls or send SMS messages.

You can take photos with any device that supports a front- or rear-facing camera. Due to the way
the devices are mounted, photos might look dark and blurry.

Google Play Services is installed on devices that support it, but these devices do not have an active
Google account.

Test environments in AWS Device Farm

AWS Device Farm provides both custom and standard test environments for running your
automated tests. You can choose a custom test environment for complete control over your
automated tests. Or, you can choose the Device Farm default standard test environment, which
offers granular reporting of each test in your automated test suite.

Topics

+ Standard test environment

e Custom test environment

Standard test environment

When you run a test in the standard environment, Device Farm provides detailed logs and
reporting for every case in your test suite. You can view performance data, videos, screenshots, and
logs for each test to pinpoint and fix issues in your app.
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® Note

Because Device Farm provides granular reporting in the standard environment, test
execution times can be longer than when you run your tests locally. If you want faster
execution times, run your tests in a custom test environment.

Custom test environment

When you customize the test environment, you can specify the commands Device Farm should run
to execute your tests. This ensures that tests on Device Farm run in a way that is similar to tests run
on your local machine. Running your tests in this mode also enables live log and video streaming of
your tests. When you run tests in a customized test environment, you do not get granular reports
for each test case. For more information, see Working with custom test environments.

You have the option to use a custom test environment when you use the Device Farm console, AWS
CLI, or Device Farm API to create a test run.

For more information, see Uploading a Custom Test Spec Using the AWS CLI and Create a test run

in Device Farm.

Runs in AWS Device Farm

The following sections contain information about runs in Device Farm.

A run in Device Farm represents a specific build of your app, with a specific set of tests, to be run on
a specific set of devices. A run produces a report that contains information about the results of the
run. A run contains one or more jobs.

Topics

» Run configuration

« Run files retention

e Run device state

« Parallel runs

» Setting the execution timeout

« Instrumenting apps
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» Re-signing apps in runs

Obfuscated apps in runs

Ads in runs

Media in runs

Common tasks for runs

Run configuration

As part of a run, you can supply settings Device Farm can use to override current device settings.
These include latitude and longitude coordinates, locale, radio states (such as Bluetooth, GPS, NFC,
and Wi-Fi), extra data (contained in a .zip file), and auxiliary apps (apps that should be installed
before the app to be tested).

Run files retention

Device Farm stores your apps and files for 30 days and then deletes them from its system. You can
delete your files at any time, however.

Device Farm stores your run results, logs, and screenshots for 400 days and then deletes them from
its system.

Run device state

Device Farm always reboots a device before making it available for the next job.

Parallel runs

Device Farm runs tests in parallel as devices become available.

Setting the execution timeout

You can set a value for how long a test run should execute before you stop each device from
running a test. For example, if your tests take 20 minutes per device to complete, you should
choose a timeout of 30 minutes per device.

For more information, see Set the execution timeout for test runs in AWS Device Farm.

Run configuration API Version 2015-06-23 22



AWS Device Farm Developer Guide

Instrumenting apps

You do not need to instrument your apps or provide Device Farm with the source code for your
apps. Android apps can be submitted unmodified. iOS apps must be built with the iOS Device
target instead of with the simulator.

Re-signing apps in runs

For iOS apps, you do not need to add any Device Farm UUIDs to your provisioning profile. Device
Farm replaces the embedded provisioning profile with a wildcard profile and then re-signs

the app. If you provide auxiliary data, Device Farm adds it to the app's package before Device

Farm installs it, so that the auxiliary exists in your app's sandbox. Re-signing the app removes
entitlements such as App Group, Associated Domains, Game Center, HealthKit, HomeKit, Wireless
Accessory Configuration, In-App Purchase, Inter-App Audio, Apple Pay, Push Notifications, and VPN
Configuration & Control.

For Android apps, Device Farm re-signs the app. This might break any functionality that depends
on the app's signature, such as the Google Maps Android API, or it might trigger antipiracy or
antitamper detection from products such as DexGuard.

Obfuscated apps in runs

For Android apps, if the app is obfuscated, you can still test it with Device Farm if you use
ProGuard. However, if you use DexGuard with antipiracy measures, Device Farm cannot re-sign and
run tests against the app.

Ads in runs

We recommend that you remove ads from your apps before you upload them to Device Farm. We
cannot guarantee that ads are displayed during runs.

Media in runs

You can provide media or other data to accompany your app. Additional data must be provided in
a .zip file no more than 4 GB in size.

Common tasks for runs

For more information, see Create a test run in Device Farm and Working with test runs in AWS
Device Farm.
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Reports in AWS Device Farm

The following sections provide information about Device Farm test reports.

Topics

» Report retention

» Report components

e Logs in reports

o Common tasks for reports

Report retention

Device Farm stores your reports for 400 days. These reports include metadata, logs, screenshots,
and performance data.

Report components

Reports in Device Farm contain pass and fail information, crash reports, test and device logs,
screenshots, and performance data.

Reports include detailed per-device data and high-level results, such as the number of occurrences
of a given problem.

Logs in reports

Reports include complete logcat captures for Android tests and complete Device Console logs for
iOS tests.

Common tasks for reports

For more information, see Working with test reports in Device Farm.

Sessions in AWS Device Farm

You can use Device Farm to perform interactive testing of Android and iOS apps through remote
access sessions in a web browser. This kind of interactive testing helps support engineers on
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a customer call to walk through, step by step, the customer's issue. Developers can reproduce
a problem on a specific device to isolate possible sources of the problem. You can use remote
sessions to conduct usability tests with your target customers.

Topics

» Supported devices for remote access

« Session files retention

« Instrumenting apps

» Re-signing apps in sessions

« Obfuscated apps in sessions

Supported devices for remote access

Device Farm provides support for a number of unique, popular Android and iOS devices. The list
of available devices grows as new devices enter the market. The Device Farm console displays
the current list of Android and iOS devices available for remote access. For more information, see
Device support in AWS Device Farm.

Session files retention

Device Farm stores your apps and files for 30 days and then deletes them from its system. You can
delete your files at any time, however.

Device Farm stores your session logs and captured video for 400 days and then deletes them from
its system.

Instrumenting apps

You do not need to instrument your apps or provide Device Farm with the source code for your
apps. Android and iOS apps can be submitted unmodified.

Re-signing apps in sessions

Device Farm re-signs Android and iOS apps. This can break functionality that depends on the app's
signature. For example, the Google Maps API for Android depends on your app's signature. App
re-signing can also trigger antipiracy or antitamper detection from products such as DexGuard for
Android devices.
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Obfuscated apps in sessions

For Android apps, if the app is obfuscated, you can still test it with Device Farm if you use

ProGuard. However, if you use DexGuard with antipiracy measures, Device Farm cannot re-sign the
app.

Obfuscated apps in sessions API Version 2015-06-23 26



AWS Device Farm Developer Guide

Working with projects in AWS Device Farm

A project in Device Farm represents a logical workspace in Device Farm that contains runs, one
run for each test of a single app against one or more devices. Projects enable you to organize
workspaces in whatever way you choose. For example, there can be one project per app title, or
there can be one project per platform. You can create as many projects as you need.

You can use the AWS Device Farm console, AWS Command Line Interface (AWS CLI), or AWS Device

Farm API to work with projects.

Topics

« Create a project in AWS Device Farm

» View the projects list in AWS Device Farm

Create a project in AWS Device Farm

You can create a project by using the AWS Device Farm console, AWS CLI, or AWS Device Farm API.

Prerequisites

« Complete the steps in Setting up.

Create a project (console)

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.
Choose New project.

Enter a name for your project, then choose Submit.

i A W

To specify settings for the project, choose Project settings. These settings include the default
timeout for test runs. After the settings are applied, they are used by all test runs for the
project. For more information, see Set the execution timeout for test runs in AWS Device Farm.
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Create a project (AWS CLI)

«  Run create-project, specifying the project name.

Example:

aws devicefarm create-project --name MyProjectName

The AWS CLI response includes the Amazon Resource Name (ARN) of the project.

"project": {
"name": "MyProjectName",
"arn": "arn:aws:devicefarm:us-west-2:123456789101:project:5e01a8c7-
c861-4c0a-b1ld5-12345EXAMPLE",
"created": 1535675814.414

For more information, see create-project and AWS CLI reference.

Create a project (API)

« Callthe CreateProject API.

For information about using the Device Farm API, see Automating Device Farm.

View the projects list in AWS Device Farm

You can use the AWS Device Farm console, AWS CLI, or AWS Device Farm API to view the list of
projects.

Topics

Prerequisites

View the projects list (console)

View the projects list (AWS CLI)

View the projects list (API)
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Prerequisites

o Create at least one project in Device Farm. Follow the instructions in Create a project in AWS
Device Farm, and then return to this page.

View the projects list (console)

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. To find the list of available projects, do the following:

« For mobile device testing projects, on the Device Farm navigation menu, choose Mobile
Device Testing, then choose Projects.

» For desktop browser testing projects, on the Device Farm navigation menu, choose Desktop
Browser Testing, then choose Projects.

View the projects list (AWS CLI)

« To view the projects list, run the list-projects command.

To view information about a single project, run the get-project command.

For information about using Device Farm with the AWS CLI, see AWS CLI reference.

View the projects list (API)

« To view the projects list, call the ListProjects API.

To view information about a single project, call the GetProject API.

For information about the AWS Device Farm API, see Automating Device Farm.
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Working with test runs in AWS Device Farm

A run in Device Farm represents a specific build of your app, with a specific set of tests, to be run on
a specific set of devices. A run produces a report that contains information about the results of the
run. A run contains one or more jobs. For more information, see Runs.

You can use the AWS Device Farm console, AWS Command Line Interface (AWS CLI), or AWS Device
Farm API to work with runs.

Topics

e Create a test run in Device Farm

« Set the execution timeout for test runs in AWS Device Farm

» Simulate network connections and conditions for your AWS Device Farm runs

e Stop arun in AWS Device Farm

« View a list of runs in AWS Device Farm

o Create a device pool in AWS Device Farm

« Analyzing results in AWS Device Farm

Create a test run in Device Farm

You can use the Device Farm console, AWS CLI, or Device Farm API to create a test run. You can
also use a supported plugin, such as the Jenkins or Gradle plugins for Device Farm. For more
information about plugins, see Tools and plugins. For information about runs, see Runs.

Topics

Prerequisites

Create a test run (console)

Create a test run (AWS CLI)

Create a test run (API)

Next steps
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Prerequisites

You must have a project in Device Farm. Follow the instructions in Create a project in AWS Device

Farm, and then return to this page.

Create a test run (console)

1. Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. In the navigation pane, choose Mobile Device Testing, and then choose Projects.

3. If you already have a project, you can upload your tests to it. Otherwise, choose New project,
enter a Project Name, and then choose Create.

4. Open your project, and then choose Create a new run.

5. On the Choose application page, choose Mobile App or Web App.

Step 1

Choose application

Choose application
Step 2 Web App

Upload an Android app as a .apk. Upload an iOS app as a .ipa. Be sure to build for ‘iOS device'. No instrumentation or provisioning required
-------------------------

Step 3

_________________________

Step 4

Cancel
Step 5

6. Upload your application file. You can also drag and drop your file or choose a recent upload. If
you're uploading an iOS app, be sure to choose iOS device, as opposed to a simulator.

7. (Optional) In Run name, enter a name. By default, Device Farm uses the app file name.
8. Choose Next.

9. On the Configure page, choose one of the available test suites.

(@ Note

If you don't have any tests available, choose Built-in: Fuzz to run a standard, built-
in test suite. If you choose Built-in: Fuzz, and the Event count, Event throttle, and
Randomizer seed boxes appear, you can change or keep the values.
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For information about the available test suites, see Working with test types in AWS Device

Farm.

10. If you didn't choose Built-in: Fuzz, select Choose File, and then browse to and choose the file
that contains your tests.

11. For your testing environment, choose Run your test in our standard environment or Run your
test in a custom environment. For more information, see Test environments.

12. If you're using the standard test environment, skip to step 13. If you're using a custom test
environment with the default test spec YAML file, skip to step 13.

a. If you want to edit the default test spec in a custom test environment, choose Edit to
update the default YAML specification.

b. If you changed the test spec, choose Save as New to update it.

13. If you want to configure the video recording or performance data capture options, choose
Advanced Configuration.

a. Select Enable video recording to record video during testing.

b. Select Enable app performance data capture to capture performance data from the
device.

(® Note

If you have private devices, Configuration specific to Private Devices is also displayed.

14. Choose Next.

15. On the Select devices page, do one of the following:

» To choose a built-in device pool to run the tests against, for Device pool, choose Top
Devices.

» To create your own device pool to run the tests against, follow the instructions in Create a
device pool, and then return to this page.

o If you created your own device pool earlier, for Device pool, choose your device pool.

For more information, see Device support in AWS Device Farm.

16. Choose Next.
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17. On the Specify device state page:

» To provide other data for Device Farm to use during the run, next to Add extra data, choose
Choose File, and then browse to and choose the .zip file that contains the data.

« To install an additional app for Device Farm to use during the run, next to Install other apps,
choose Choose File, and then browse to and choose the .apk or .ipa file that contains the
app. Repeat this for other apps you want to install. You can change the installation order by
dragging and dropping the apps after you upload them.

» To specify whether Wi-Fi, Bluetooth, GPS, or NFC is enabled during the run, next to Set radio
states, select the appropriate boxes.

» To preset the device latitude and longitude for the run, next to Device location, enter the
coordinates.

» To preset the device locale for the run, in Device locale, choose the locale.
18. Choose Next.

19. On the Review and start run page, you can specify the execution timeout for your test run. If
you're using unlimited testing slots, confirm that Run on unmetered slots is selected.

20. Enter a value or use the slider bar to change the execution timeout. For more information, see
Set the execution timeout for test runs in AWS Device Farm.

21. Choose Confirm and start run.

Device Farm starts the run as soon as devices are available, typically within a few
minutes. During your test run, the Device Farm console displays a pending icon

@

in the run table. Each device in the run will also start with the pending icon, then switch to the
running icon

©

when the test begins. As each test finishes, a test result icon is displayed next to the device name.
When all tests have been completed, the pending icon next to the run changes to a test result icon.

If you want to stop the test run, see Stop a run in AWS Device Farm.

Create a test run (AWS CLI)

You can use the AWS CLI to create a test run.

Topics
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» Step 1: Choose a project

o Step 2: Choose a device pool

» Step 3: Upload your application file

» Step 4: Upload your test scripts package

» Step 5: (Optional) Upload your custom test spec

» Step 6: Schedule a test run

Step 1: Choose a project

You must associate your test run with a Device Farm project.

1. To list your Device Farm projects, run list-projects. If you do not have a project, see Create a
project in AWS Device Farm.

Example:

aws devicefarm list-projects

The response includes a list of your Device Farm projects.

"projects": [
{
"name": "MyProject",
"arn": "arn:aws:devicefarm:us-west-2:123456789101:project:5e01la8c7-
c861-4c@a-b1ld5-12345EXAMPLE",
"created": 1503612890.057

2. Choose a project to associate with your test run, and make a note of its Amazon Resource
Name (ARN).

Step 2: Choose a device pool

You must choose a device pool to associate with your test run.
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1. To view your device pools, run list-device-pools, specifying your project ARN.

Example:

aws devicefarm list-device-pools --arn arn:MyProjectARN

The response includes the built-in Device Farm device pools, such as Top Devices, and any
device pools previously created for this project:

{
"devicePools": [
{
"rules": [
{

"attribute": "ARN",

"operator": "IN",

"value": "[\"arn:aws:devicefarm:us-west-2::device:examplel\",

\"arn:aws:devicefarm:us-west-2::device:example2\",\"arn:aws:devicefarm:us-
west-2::device:example3\"]"

}
1,
"type": "CURATED",
"name": "Top Devices",
"arn": "arn:aws:devicefarm:us-west-2::devicepool:example",
"description": "Top devices"
1,
{
"rules": [
{
"attribute": "PLATFORM",
"operator": "EQUALS",
"value": "\"ANDROID\""
}
1,
"type": "PRIVATE",
"name": "MyAndroidDevices",
"arn": "arn:aws:devicefarm:us-west-2:605403973111:devicepool:example2"
}

2. Choose a device pool, and make a note of its ARN.
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You can also create a device pool, and then return to this step. For more information, see
Create a device pool (AWS CLI).

Step 3: Upload your application file

To create your upload request and get an Amazon Simple Storage Service (Amazon S3) presigned
upload URL, you need:

» Your project ARN.
« The name of your app file.

« The type of the upload.

For more information, see create-upload.

1. To upload a file, run create-upload with the --project-arn, --name, and --type
parameters.

This example creates an upload for an Android app:

aws devicefarm create-upload --project-arn arn:MyProjectArn --name MyAndroid.apk --
type ANDROID_APP

The response includes your app upload ARN and a presigned URL.

{
"upload": {
"status": "INITIALIZED",
"name": "MyAndroid.apk",
"created": 1535732625.964,
"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",

"type": "ANDROID_APP",
"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e@1a8c7-
c861-4cQa-bld5-12345EXAMPLE"

}

2. Make a note of the app upload ARN and the presigned URL.
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3. Upload your app file using the Amazon S3 presigned URL. This example uses curl to upload an
Android .apk file:

curl -T MyAndroid.apk "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL"

For more information, see Uploading objects using presigned URLs in the Amazon Simple
Storage Service User Guide.

4. To check the status of your app upload, run get-upload and specify the ARN of the app
upload.

aws devicefarm get-upload --arn arn:MyAppUploadARN

Wait until the status in the response is SUCCEEDED before you upload your test scripts
package.

"upload": {

"status": "SUCCEEDED",

"name": "MyAndroid.apk",

"created": 1535732625.964,

"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",

"type": "ANDROID_APP",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e01a8c7-
c861-4c@a-bld5-12345EXAMPLE",

"metadata": "{"valid": truel}"

Step 4: Upload your test scripts package

Next, you upload your test scripts package.

1. To create your upload request and get an Amazon S3 presigned upload URL, run create-
upload with the --project-arn, --name, and --type parameters.

This example creates an Appium Java TestNG test package upload:
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aws devicefarm create-upload --project-arn arn:MyProjectARN --name MyTests.zip --
type APPIUM_JAVA_TESTNG_TEST_PACKAGE

The response includes your test package upload ARN and a presigned URL.

{
"upload": {
"status": "INITIALIZED",
"name": "MyTests.zip",
"created": 1535738627.195,
"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/

ExampleURL",

"type": "APPIUM_JAVA_TESTNG_TEST_PACKAGE",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e01a8c7-
c861-4c@a-bld5-12345EXAMPLE"

}

2. Make a note of the ARN of the test package upload and the presigned URL.

3. Upload your test scripts package file using the Amazon S3 presigned URL. This example uses
curl to upload a zipped Appium TestNG scripts file:

curl -T MyTests.zip "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL"

4. To check the status of your test scripts package upload, run get-upload and specify the ARN of
the test package upload from step 1.

aws devicefarm get-upload --arn arn:MyTestsUploadARN

Wait until the status in the response is SUCCEEDED before you continue to the next, optional

step.
{
"upload": {
"status": "SUCCEEDED",
"name": "MyTests.zip",
"created": 1535738627.195,
"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/

ExampleURL",
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"type": "APPIUM_JAVA_TESTNG_TEST_PACKAGE",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e@1a8c7-
c861-4c@a-bld5-12345EXAMPLE",

"metadata": "{"valid": truel}"

Step 5: (Optional) Upload your custom test spec
If you're running your tests in a standard test environment, skip this step.

Device Farm maintains a default test spec file for each supported test type. Next, you download
your default test spec and use it to create a custom test spec upload for running your tests in a
custom test environment. For more information, see Test environments.

1. To find the upload ARN for your default test spec, run list-uploads and specify your project
ARN.

aws devicefarm list-uploads --arn arn:MyProjectARN

The response contains an entry for each default test spec:

"uploads": [
{

"status": "SUCCEEDED",

"name": "Default TestSpec for Android Appium Java TestNG",

"created": 1529498177.474,

"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",

"type": "APPIUM_JAVA_TESTNG_TEST_SPEC",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e01a8c7-
c861-4c@a-bld5-12345EXAMPLE"

}

2. Choose your default test spec from the list. Make a note of its upload ARN.
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3. To download your default test spec, run get-upload and specify the upload ARN.

Example:

aws devicefarm get-upload --arn arn:MyDefaultTestSpecARN

The response contains a presigned URL where you can download your default test spec.

4. This example uses curl to download the default test spec and save it as MyTestSpec.yml:

curl "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/ExampleURL" >
MyTestSpec.yml

5.  You can edit the default test spec to meet your testing requirements, and then use your
modified test spec in future test runs. Skip this step to use the default test spec as-isin a
custom test environment.

6. To create an upload of your custom test spec, run create-upload, specifying your test spec
name, test spec type, and project ARN.

This example creates an upload for an Appium Java TestNG custom test spec:

aws devicefarm create-upload --name MyTestSpec.yml --type
APPIUM_JAVA_TESTNG_TEST_SPEC --project-arn arn:MyProjectARN

The response includes the test spec upload ARN and presigned URL:

"upload": {
"status": "INITIALIZED",
"category": "PRIVATE",
"name": "MyTestSpec.yml",
"created": 1535751101.221,
"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",
"type": "APPIUM_JAVA_TESTNG_TEST_SPEC",
"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e@1a8c7-
c861-4cQa-bld5-12345EXAMPLE"
}

7. Make a note of the ARN for the test spec upload and the presigned URL.
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8. Upload your test spec file using the Amazon S3 presigned URL. This example uses curl to
upload an Appium JavaTestNG test spec:

curl -T MyTestSpec.yml "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL"

9. To check the status of your test spec upload, run get-upload and specify the upload ARN.

aws devicefarm get-upload --arn arn:MyTestSpecUploadARN

Wait until the status in the response is SUCCEEDED before you schedule your test run.

"upload": {

"status": "SUCCEEDED",

"name": "MyTestSpec.yml",

"created": 1535732625.964,

"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",

"type": "APPIUM_JAVA_TESTNG_TEST_SPEC",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e01a8c7-
c861-4c@a-bld5-12345EXAMPLE",

"metadata": "{"valid": truel}"

To update your custom test spec, run update-upload, specifying the upload ARN for the test
spec. For more information, see update-upload.

Step 6: Schedule a test run

To schedule a test run with the AWS CLI, run schedule-run, specifying:

The project ARN from step 1.

The device pool ARN from step 2.

The app upload ARN from step 3.

The test package upload ARN from step 4.
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If you are running tests in a custom test environment, you also need your test spec ARN from step
5.

To schedule a run in a standard test environment

e Run schedule-run, specifying your project ARN, device pool ARN, application upload ARN, and
test package information.

Example:

aws devicefarm schedule-run --project-arn arn:MyProjectARN --app-
arn arn:MyAppUploadARN --device-pool-arn arn:MyDevicePoolARN --name MyTestRun --
test type=APPIUM_JAVA_TESTNG, testPackageArn=arn:MyTestPackageARN

The response contains a run ARN that you can use to check the status of your test run.

"run": {
"status": "SCHEDULING",
"appUpload": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e@1a8c7-

c861-4c@a-bld5-12345appEXAMPLE",

"name": "MyTestRun",
"radios": {
"gps": true,
"wifi": true,
"nfc": true,

"bluetooth": true

3,

"created": 1535756712.946,

"totalJobs": 179,

"completedJobs": 0,

"platform": "ANDROID_APP",

"result": "PENDING",

"devicePoolArn": "arn:aws:devicefarm:us-
west-2:123456789101:devicepool:5e01a8c7-c861-4c@a-bld5-12345devicepoolEXAMPLE",

"jobTimeoutMinutes": 150,

"billingMethod": "METERED",

"type": "APPIUM_JAVA_TESTNG",

"testSpecArn": "arn:aws:devicefarm:us-west-2:123456789101:upload:5e01a8c7-
c861-4c@a-bld5-12345specEXAMPLE",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:run:5e01a8c7-c861-4c0a-
b1d5-12345runEXAMPLE",
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"counters": {

"skipped": O,
"warned": 0,
"failed": O,
"stopped": 0,
"passed": 0,
"errored": 0,
"total": 0

For more information, see schedule-run.

To schedule a run in a custom test environment

« The steps are the almost the same as those for the standard test environment, with an
additional testSpecAxrn attribute in the --test parameter.

Example:

aws devicefarm schedule-run --project-arn arn:MyProjectARN --app-

arn arn:MyAppUploadARN --device-pool-arn arn:MyDevicePoolARN --name MyTestRun --

test

testSpecArn=arn:MyTestSpecUploadARN, type=APPIUM_JAVA_TESTNG, testPackageArn=arn:MyTestPacka

To check the status of your test run

« Use the get-run command and specify the run ARN:

aws devicefarm get-run --arn arn:aws:devicefarm:us-
west-2:111122223333:run:5e@1a8c7-c861-4cPa-bld5-12345runEXAMPLE

For more information, see get-run. For information about using Device Farm with the AWS CLI, see
AWS CLI reference.

Create a test run (API)

The steps are the same as those described in the AWS CLI section. See Create a test run (AWS CLI).
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You need this information to call the ScheduleRun API:

A project ARN. See Create a project (APl) and CreateProject.

An application upload ARN. See CreateUpload.

A test package upload ARN. See CreateUpload.

A device pool ARN. See Create a device pool and CreateDevicePool.

(® Note

If you're running tests in a custom test environment, you also need your test spec upload
ARN. For more information, see Step 5: (Optional) Upload your custom test spec and
CreateUpload.

For information about using the Device Farm API, see Automating Device Farm.

Next steps

In the Device Farm console, the clock icon

@

changes to a result icon such as success

©

when the run is complete. A report for the run appears as soon as tests are complete. For more
information, see Reports in AWS Device Farm.

To use the report, follow the instructions in Working with test reports in Device Farm.

Set the execution timeout for test runs in AWS Device Farm

You can set a value for how long a test run should execute before you stop each device from
running a test. The default execution timeout is 150 minutes per device, but you can set a value as
low as 5 minutes. You can use the AWS Device Farm console, AWS CLI, or AWS Device Farm API to
set the execution timeout.
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/A Important

The execution timeout option should be set to the maximum duration for a test run, along
with some buffer. For example, if your tests take 20 minutes per device, you should choose
a timeout of 30 minutes per device.

If the execution exceeds your timeout, the execution on that device is forcibly stopped. Partial
results are available, if possible. You are billed for execution up to that point, if you're using the
metered billing option. For more information about pricing, see Device Farm Pricing.

You might want to use this feature if you know how long a test run is supposed to take to execute
on each device. When you specify an execution timeout for a test run, you can avoid the situation
where a test run is stuck for some reason and you are being billed for device minutes when no tests
are being executed. In other words, using the execution timeout feature lets you stop that run if it's
taking longer than expected.

You can set the execution timeout in two places, at the project level and the test run level.
Prerequisites

1. Complete the steps in Setting up.

2. Create a project in Device Farm. Follow the instructions in Create a project in AWS Device Farm,

and then return to this page.

Set the execution timeout for a project

1. Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. If you already have a project, choose it from the list. Otherwise, choose New project, enter a
name for your project, then choose Submit.

4. Choose Project settings.
On the General tab, for Execution timeout, enter a value or use the slider bar.

6. Choose Save.

All the test runs in your project now use the execution timeout value that you specified, unless
you override the timeout value when you schedule a run.
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Set the execution timeout for a test run

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. If you already have a project, choose it from the list. Otherwise, choose New project, enter a
name for your project, then choose Submit.

4. Choose Create a new run.

5. Follow the steps to choose an application, configure your test, select your devices, and specify
a device state.

6. On Review and start run, for Set execution timeout, enter a value or use the slider bar.

7. Choose Confirm and start run.

Simulate network connections and conditions for your AWS
Device Farm runs

You can use network shaping to simulate network connections and conditions while testing your
Android, iOS, FireOS, and web apps in Device Farm. For example, you can test your app in less than
perfect network conditions.

When you create a run using the default network settings, each device has a full, unhindered Wi-

Fi connection with internet connectivity. When you use network shaping, you can change the Wi-Fi
connection to specify a network profile like 3G or Lossy WiFi that controls throughput, delay, jitter,
and loss for both inbound and outbound traffic.

Topics

» Set up network shaping when scheduling a test run

» Create a network profile

« Change network conditions during your test

Set up network shaping when scheduling a test run

When you schedule a run, you can choose from any of the Device Farm-curated profiles, or you can
create and manage your own.
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1.  From any Device Farm project, choose Create a new run.

If you don't have a project yet, see Create a project in AWS Device Farm.

Choose your application, and then choose Next.
Configure your test, and then choose Next.

Select your devices, and then choose Next.

Lok W

In the Location and network settings section, choose a network profile or choose Create
network profile to create your own.

Network profile
Select a pre-defined network profile or create a new one by clicking the button on the right.

Full = Create network profile

6. Choose Next.
7. Review and start your test run.
Create a network profile

When you create a test run, you can create a network profile.

1. Choose Create network profile.
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Create network profile X

Name

MyNetworkProfile

Description - optional

Uplink bandwidth (bps)

Data throughput rate in bits per second as a number from 0 to 105487600.

4

104857600

Downlink bandwidth (bps)
Data throughput rate in bits per second as a number from 0 to 105487600.

104857600

4

Uplink delay (ms)
Delay time for all packets to destination in milliseconds as a number from 0 to 2000.

0

4

Downlink delay (ms)
Delay time for all packets to destination in milliseconds as a number from 0 to 2000.

0

4

Uplink jitter (ms)
Time variation in the delay of received packets in milliseconds as a number from O to 2000.

4

0

Downlink jitter (ms)
Time variation in the delay of received packets in milliseconds as a number from O to 2000.

4

0

Uplink loss (%)

Proportion of transmitted packets that fail to arrive from 0 to 100 percent.

4

0

Downlink loss (%)

Proportion of received packets that fail to arrive from 0 to 100 percent.

4

0

2. Enter a name and settings for your network profile.
3. Choose Create.

4. Finish creating your test run and start the run.

After you have created a network profile, you'll be able to see and manage it on the Project
settings page.
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General Device pools Network profiles Uploads

Name Bandwidth (bps) Delay (ms) Jitter (ms) Loss (%) Description
4 104857600 % 1048576 aA0VO0 AQVvO0 4a0v0
4 104857600 ¥ 1048576 a0vO0 AQ0VvO0 4A0vO0
A 104857600 ¥ 1048576 a0vO0 AQVvO0 a0v0

Change network conditions during your test

You can call an API from your device host using a framework like Appium to simulate dynamic
network conditions such as reduced bandwidth during your test run. For more information, see
CreateNetworkProfile.

Stop a run in AWS Device Farm

You might want to stop a run after you have started it. For example, if you notice an issue while
your tests are running you might want to restart the run with an updated test script.

You can use the Device Farm console, AWS CLI, or API to stop a run.

Topics

« Stop a run (console)

« Stop a run (AWS CLI)

« Stop a run (API)

Stop a run (console)

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.
3. Choose the project where you have an active test run.

4. On the Automated tests page, choose the test run.

The pending or running icon should appear to the left of the device name.
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aws—devicefarm—sample—app.apk Scheduled at: Thu Jul 15 2021 19:03:03 GMT-0700 (Pacific Daylight Time)

No recent tests

W Passed W Failed [ Errored Warned [l Stopped skipped

@ Your app is currently being tested. Results will appear here as tests complete.

0 out of 5 devices completed

Unique problems Screenshots Parsing result
Devices
Q 1 @
Status Device 0s Test Results Total Minutes
© Running Google Pixel 4 XL (Unlocked) 10 Passed: 0, errored: 0, failed: 0 00:00:00
© Running Samsung Galaxy 520 {Unlocked) 10 Passed: 0, errored: 0, failed: 0 00:00:00

5. Choose Stop run.

After a short time, an icon with a red circle with a minus inside it appears next to the device
name. When the run has been stopped, the icon color changes from red to black.

/A Important

If a test has already been run, Device Farm cannot stop it. If a test is in progress, Device
Farm stops the test. The total minutes for which you will be billed appears in the
Devices section. In addition, you will also be billed for the total minutes that Device
Farm takes to run the setup suite and the teardown suite. For more information, see
Device Farm Pricing.

The following image shows an example Devices section after a test run was successfully
stopped.

Stop a run (console) API Version 2015-06-23 50


http://aws.amazon.com/device-farm/faq/#pricing

AWS Device Farm

Developer Guide

Devices

Devices
Q

Status.

@ stopped
@ Stopped
@ Stopped
® Failed

© Stopped

Unique problems Screenshots Parsing result

Device

Google Pixel 4 XL (Unlocked)

Samsung_Galaxy 520 (Unlocked)

Samsung Galaxy 520 ULTRA (Unlocked)

Samsung Galaxy 59 (Unlocked)

Samsung Galaxy Tab 54

Test Results

Passed: 2, errored: 0, failed: 0

Passed: 2, errored: 0, failed: 0

Passed: 2, errored: 0, failed: 0

Passed: 2, errored: 0, failed: 1

Passed: 2, errored: 0, failed: 0

Total Minutes

00:01:37

00:02:04

00:01:57

00:01:36

00:01:31

Stop a run (AWS CLI)

You can run the following command to stop the specified test run, where myARN is the Amazon

Resource Name (ARN) of the test run.

$ aws devicefarm stop-run --arn myARN

You should see output similar to the following:

run": {

"status": "STOPPING",
"name": "Name of your run",
"created": 1458329687.951,
"totallobs": 7,
"completedlJobs": 5,
"deviceMinutes": {

"unmetered": 0.0,

"total": 0.0,

"metered": 0.0
.
"platform": "ANDROID_APP",
"result": "PENDING",
"billingMethod": "METERED",
"type": "BUILTIN_EXPLORER",
"arn": "myARN",
"counters": {

"skipped": 0,

"warned": 0,

"failed": O,

"stopped": O,

"passed": 0,

Stop a run (AWS CLI)
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"errored": 0,
"total": 0

To get the ARN of your run, use the 1ist-runs command. The output should be similar to the

following:

"runs": [

"status": "RUNNING",
"name": "Name of your run",
"created": 1458329687.951,
"totallobs": 7,
"completedJobs": 5,
"deviceMinutes": {

"unmetered": 0.0,

"total": 0.0,

"metered": 0.0
1,
"platform": "ANDROID_APP",
"result": "PENDING",
"billingMethod": "METERED",
"type": "BUILTIN_EXPLORER",
"arn": "Your ARN will be here",
"counters": {

"skipped": O,

"warned": 0,

"failed": O,

"stopped": 0,

"passed": 0,

"errored": 0,

"total": 0

For information about using Device Farm with the AWS CLI, see AWS CLI reference.

Stop a run (AWS CLI)

API Version 2015-06-23 52



AWS Device Farm Developer Guide

Stop a run (API)

« Call the StopRun operation to the test run.

For information about using the Device Farm API, see Automating Device Farm.

View a list of runs in AWS Device Farm

You can use the Device Farm console, AWS CLI, or API to view a list of runs for a project.

Topics

e View a list of runs (console)

» View a list of runs (AWS CLI)

» View a list of runs (API)

View a list of runs (console)

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. In the list of projects, choose the project that corresponds to the list you want to view.

® Tip

You can use the search bar to filter the project list by name.

View a list of runs (AWS CLI)
e  Run the list-runs command.

To view information about a single run, run the get-run command.

For information about using Device Farm with the AWS CLI, see AWS CLI reference.
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View a list of runs (API)

. Call the ListRuns API.

To view information about a single run, call the GetRun API.

For information about the Device Farm API, see Automating Device Farm.

Create a device pool in AWS Device Farm

You can use the Device Farm console, AWS CLI, or API to create a device pool.

Topics

Prerequisites

Create a device pool (console)

Create a device pool (AWS CLI)

Create a device pool (API)

Prerequisites

. Create a run in the Device Farm console. Follow the instructions in Create a test run in Device

Farm. When you get to the Select devices page, continue with the instructions in this section.

Create a device pool (console)

1. On the Select devices page, choose Create device pool.
For Name, enter a name that makes this device pool easy to identify.

For Description, enter a description that makes this device pool easy to identify.

P WD

If you want to use one or more selection criteria for the devices in this device pool, do the
following:

a. Choose Create dynamic device pool.
b. Choose Add a rule.

c. For Field (first drop-down list), choose one of the following:
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» To include devices by their manufacturer name, choose Device Manufacturer.
« Toinclude devices by their type value, choose Form Factor.

d. For Operator (second drop-down list), choose EQUALS to include devices where the Field
value equals the Value value.

e. For Value (third drop-down list), enter or choose the value you want to specify for the
Field and Operator values. If you choose Platform for Field, the only available selections
are ANDROID and 10S. Similarly, if you choose Form Factor for Field, the only available
selections are PHONE and TABLET.

f. To add another rule, choose Add a rule.

g. To delete a rule, choose the X icon next to the rule.

After you create the first rule, in the list of devices, the box next to each device that matches
the rule is selected. After you create or change rules, in the list of devices, the box next to each
device that matches those combined rules is selected. Devices with selected boxes are included
in the device pool. Devices with cleared boxes are excluded.

5. If you want to manually include or exclude individual devices, do the following:

a. Choose Create static device pool.

b. Select or clear the box next to each device. You can select or clear the boxes only if you do
not have any rules specified.

6. If you want to include or exclude all displayed devices, select or clear the box in the column
header row of the list.

/A Important

Although you can use the boxes in the column header row to change the list of
displayed devices, this does not mean that the remaining displayed devices are the
only ones included or excluded. To confirm which devices are included or excluded,
be sure to clear the contents of all of the boxes in the column header row, and then
browse the boxes.

7. Choose Create.
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Create a device pool (AWS CLI)

e Run the create-device-pool command.

For information about using Device Farm with the AWS CLI, see AWS CLI reference.

Create a device pool (API)

. Call the CreateDevicePool API.

For information about using the Device Farm API, see Automating Device Farm.

Analyzing results in AWS Device Farm

In the standard test environment, you can use the Device Farm console to view reports for each
test in your test run.

Device Farm also gathers other artifacts such as files, logs, and images that you can download
when your test run is complete.

Topics

» Working with test reports in Device Farm

» Working with artifacts in Device Farm

Working with test reports in Device Farm

Use the Device Farm console to view your test reports. For more information, see Reports in AWS

Device Farm.

Topics

« Prerequisites

» Understanding test results

» Viewing reports
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Prerequisites

Set up a test run and verify that it is complete.

1. To create a run, see Create a test run in Device Farm, and then return to this page.

2. Verify that the run is complete. During your test run, the Device Farm console displays a
pending icon

@

for runs that are in progress. Each device in the run will also start with the pending icon, then
switch to the running

©

icon when the test begins. As each test finishes, a test result icon is displayed next to the
device name. When all tests have been completed, the pending icon next to the run changes to
a test result icon. For more information, see Understanding test results.

Understanding test results

The Device Farm console displays icons that help you quickly assess the state of your completed
test run.

Topics

» Reporting results for an individual test

» Reporting results for multiple tests

Reporting results for an individual test

For reports that describe an individual test, Device Farm displays an icon:
Description Icon
The test succeeded.

The test failed.

Device Farm skipped the test. ®
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Description Icon

The test stopped. ©)
Device Farm returned a warning.

Device Farm returned an error.

Reporting results for multiple tests

If you choose a finished run, Device Farm displays a test results summary graph.

Stopped
4 tests, 27%

1 tests, 7% I

Failed
Passed
10 tests, 67%

@ Passed [ Failed [ Errored @ Warned [ Stopped [ Skipped

For example, this test run results graph shows that the run had 4 stopped tests, 1 failed test, and
10 successful tests.

Graphs are always color coded and labeled.
Viewing reports
You can view the results of your test in the Device Farm console.

Topics

» View the test run summary page

« View unique problem reports
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View device reports

View test suite reports

View test reports

View performance data for a problem, device, suite, or test in a report

View log information for a problem, device, suite, or test in a report

View the test run summary page

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. In the navigation pane, choose Mobile Device Testing, and then choose Projects.

3. In the list of projects, choose the project for the run.

® Tip

To filter the project list by name, use the search bar.

4. Choose a completed run to view its summary report page.

5. The test run summary page displays an overview of your test results.

« The Unique problems section lists unique warnings and failures. To view unique problemes,
follow the instructions in View unique problem reports.

« The Devices section displays the total number of tests, by outcome, for each device.

Devices Unique problems Screenshots Parsing result
Devices
Q 1 &
Status ¢ Device v 0os ¢ Test Results v Total Minutes «
) Passed Google Pixel 4 XL (Unlocked) 10 Passed: 3, errored: 0, failed: 0 00:02:36
@ Passed Samsung Galaxy 520 (Unlocked) 10 Passed: 3, errored: 0, failed: 0 00:02:34
® Failed Samsung Galaxy 520 ULTRA (Unlocked) 10 Passed: 2, errored: 0, failed: 1 00:02:25
) Passed Samsung Galaxy 59 (Unlocked) 9 Passed: 3, errored: 0, failed: O 00:02:46
@ Passed Samsung Galaxy Tab S4 8.1.0 Passed: 3, errored: 0, failed: 0 00:03:13
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In this example, there are several devices. In the first table entry, the Google Pixel 4 XL
device running Android version 10 reports three successful tests that took 02:36 minutes to
run.

To view the results by device, follow the instructions in View device reports.

« The Screenshots section displays a list of any screenshots that Device Farm captured during
the run, grouped by device.

« In the Parsing result section, you can download the parsing result.

View unique problem reports

1.
2.

In Unique problems, choose the problem that you want to view.

Choose the device. The report displays information about the problem.
The Video section displays a downloadable video recording of the test.

The Result section displays the result of the test. The status is represented as a result icon. For
more information, see Reporting results for an individual test.

The Logs section displays any information that Device Farm logged during the test. To view
this information, follow the instructions in View log information for a problem, device, suite, or

test in a report.

The Performance tab displays information about any performance data that Device Farm
generated during the test. To view this performance data, follow the instructions in View
performance data for a problem, device, suite, or test in a report.

The Files tab displays a list of any of the test's associated files (such as log files) that you can
download. To download a file, choose the file's link in the list.

The Screenshots tab displays a list of any screenshots that Device Farm captured during the
test.

View device reports

In the Devices section, choose the device.

The Video section displays a downloadable video recording of the test.
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The Suites section displays a table containing information about the suites for the device.

In this table, the Test results column summarizes the number of tests by outcome for each of
the test suites that have run on the device. This data also has a graphical component. For more
information, see Reporting results for multiple tests.

To view the full results by suite, follow the instructions in View test suite reports.

The Logs section displays any information that Device Farm logged for the device during the
run. To view this information, follow the instructions in View log information for a problem,

device, suite, or test in a report.

The Performance section displays information about any performance data that Device Farm
generated for the device during the run. To view this performance data, follow the instructions
in View performance data for a problem, device, suite, or test in a report.

The Files section displays a list of suites for the device and any associated files (such as log
files) that you can download. To download a file, choose the file's link in the list.

The Screenshots section displays a list of any screenshots that Device Farm captured during
the run for the device, grouped by suite.

View test suite reports

1.
2.

In the Devices section, choose the device.

In the Suites section, choose the suite from the table.
The Video section displays a downloadable video recording of the test.
The Tests section displays a table containing information about the tests in the suite.

In the table, the Test results column displays the result. This data also has a graphical
component. For more information, see Reporting results for multiple tests.

To view the full results by test, follow the instructions in View test reports.

The Logs section displays any information that Device Farm logged during the run for the
suite. To view this information, follow the instructions in View log information for a problem,

device, suite, or test in a report.
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The Performance section displays information about any performance data that Device Farm
generated during the run for the suite. To view this performance data, follow the instructions
in View performance data for a problem, device, suite, or test in a report.

The Files section displays a list of tests for the suite and any associated files (such as log files)
that you can download. To download a file, choose the file's link in the list.

The Screenshots section displays a list of any screenshots that Device Farm captured during
the run for the suite, grouped by test.

View test reports

P WD

In the Devices section, choose the device.
In the Suites section, choose the suite.
In the Tests section, choose the test.

The Video section displays a downloadable video recording of the test.

The Result section displays the result of the test. The status is represented as a result icon. For
more information, see Reporting results for an individual test.

The Logs section displays any information that Device Farm logged during the test. To view
this information, follow the instructions in View log information for a problem, device, suite, or

test in a report.

The Performance tab displays information about any performance data that Device Farm
generated during the test. To view this performance data, follow the instructions in View
performance data for a problem, device, suite, or test in a report.

The Files tab displays a list of any of the test's associated files (such as log files) that you can
download. To download a file, choose the file's link in the list.

The Screenshots tab displays a list of any screenshots that Device Farm captured during the
test.
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View performance data for a problem, device, suite, or test in a report

(® Note

Device Farm collects device performance data only for Android devices at this time.

The Performance tab displays the following information:

« The CPU graph displays the percentage of CPU that the app used on a single core during the
selected problem, device, suite, or test (along the vertical axis) over time (along the horizontal
axis).

The vertical axis is expressed in percentages, from 0% to the maximum recorded percentage.

This percentage might exceed 100% if the app used more than one core. For example, if three
cores are at 60% usage, this percentage is displayed as 180%.

« The Memory graph displays the number of MB that the app used during the selected problem,
device, suite, or test (along the vertical axis) over time (along the horizontal axis).

The vertical axis is expressed in MB, from 0 MB to the maximum number of recorded MB.

» The Threads graph displays the number of threads used during the selected problem, device,
suite, or test (along the vertical axis) over time (along the horizontal axis).

The vertical axis is expressed in number of threads, from zero threads to the maximum number
of recorded threads.

In all cases, the horizontal axis is represented, in seconds, from the start and end of the run for the
selected problem, device, suite, or test.

To display information for a specific data point, pause in the desired graph at the desired second
along the horizontal axis.

View log information for a problem, device, suite, or test in a report

The Logs section displays the following information:

» Source represents the source of a log entry. Possible values include:

« Harness represents a log entry that Device Farm created. These log entries are typically
created during start and stop events.
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» Device represents a log entry that the device created. For Android, these log entries are logcat-
compatible. For iOS, these log entries are syslog-compatible.

» Test represents a log entry that either a test or its test framework created.

« Time represents the elapsed time between the first log entry and this log entry. The time is
expressed in MM:SS.SSS format, where M represents minutes and S represents seconds.

» PID represents the process identifier (PID) that created the log entry. All log entries created by an
app on a device have the same PID.

» Level represents the logging level for the log entry. For example, Logger.debug("This is a
message!") logs a Level of Debug. These are the possible values:

o Alert

e Critical
» Debug
 Emergency
e Error

« Errored
« Failed

« Info

« Internal
» Notice
» Passed
» Skipped
« Stopped
« Verbose
« Warned
« Warning

» Tag represents arbitrary metadata for the log entry. For example, Android logcat can use this to
describe which part of the system created the log entry (for example, ActivityManager).

» Message represents the message or data for the log entry. For example,
Logger.debug("Hello, World!") logs a Message of "Hello, World!".
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» To show all log entries that match a value for a specific column, enter the value into the search
bar. For example, to show all log entries with a Source value of Harness, enter Harness in the
search bar.

« To remove all of the characters from a column header box, choose the X in that column header
box. Removing all of the characters from a column header box is the same as entering * in that
column header box.

To download all of the log information for the device, including all of the suites and tests that you
ran, choose Download logs.

Working with artifacts in Device Farm

g L
Project 4 Run 1 Iob
o
(device) Test
suite
Test
AWS Coud

Device Farm gathers artifacts such as reports, log files, and images for each test in the run.
You can download artifacts created during your test run:
Files

Files generated during the test run including Device Farm reports. For more information, see
Working with test reports in Device Farm.

Logs

Output from each test in the test run.

Screenshots

Screen images recorded for each test in the test run.

Using artifacts (console)

1. On the test run report page, from Devices, choose a mobile device.
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2. To download a file, choose one from Files.
3. To download the logs from your test run, from Logs, choose Download logs.

4. To download a screenshot, choose a screenshot from Screenshots.

For more information about downloading artifacts in a custom test environment, see Using
artifacts in a custom test environment.

Using artifacts (AWS CLI)
You can use the AWS CLI to list your test run artifacts.

Topics

« Step 1: Get your Amazon Resource Names (ARN)

» Step 2: List your artifacts

» Step 3: Download your artifacts

Step 1: Get your Amazon Resource Names (ARN)
You can list your artifacts by run, job, test suite, or test. You need the corresponding ARN. This
table shows the input ARN for each of the AWS CLI list commands:

AWS CLI List Command Required ARN

list-projects This command returns all projects and does
not require an ARN.

list-runs project
list-jobs Tun
list-suites job
list-tests suite

For example, to find a test ARN, run list-tests using your test suite ARN as an input parameter.

Example:
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aws devicefarm list-tests --arn arn:MyTestSuiteARN

The response includes a test ARN for each test in the test suite.

"tests": [
{
"status": "COMPLETED",
"name": "Tests.FixturesTest.testExample",
"created": 1537563725.116,
"deviceMinutes": {
"unmetered": 0.0,
"total": 1.89,
"metered": 1.89

b
"result": "PASSED",
"message": "testExample passed",

"arn": "arn:aws:devicefarm:us-west-2:123456789101:test:5e01a8c7-c861-4c0a-
bld5-12345EXAMPLE",
"counters": {
"skipped": O,
"warned": 0,
"failed": O,
"stopped": 0,
"passed": 1,
"errored": 0,
"total": 1

Step 2: List your artifacts

The AWS CLI list-artifacts command returns a list of artifacts, such as files, screenshots, and logs.
Each artifact has a URL so you can download the file.

o  Call list-artifacts specifying a run, job, test suite, or test ARN. Specify a type of FILE, LOG, or
SCREENSHOT.

This example returns a download URL for each artifact available for an individual test:
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aws devicefarm list-artifacts --arn arn:MyTestARN --type "FILE"

The response contains a download URL for each artifact.

{
"artifacts": [
{
"url": "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/
ExampleURL",
"extension": "txt",
"type": "APPIUM_JAVA_OUTPUT",
"name": "Appium Java Output",

arn": "arn:aws:devicefarm:us-west-2:123456789101:artifact:5e01a8c7-
c861-4c@a-b1d5-12345EXAMPLE",

}

Step 3: Download your artifacts

« Download your artifact using the URL from the previous step. This example uses curl to
download an Android Appium Java output file:

curl "https://prod-us-west-2-uploads.s3-us-west-2.amazonaws.com/ExampleURL"
> MyArtifactName. txt

Using artifacts (API)

The Device Farm API ListArtifacts method returns a list of artifacts, such as files, screenshots, and
logs. Each artifact has a URL so you can download the file.
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Using artifacts in a custom test environment

e -
Project — Run 1 ob
o
(device) Test
suite
Test
AWS Cloud

In a custom test environment, Device Farm gathers artifacts such as custom reports, log files, and
images. These artifacts are available for each device in the test run.

You can download these artifacts created during your test run:
Test spec output

The output from running the commands in the test spec YAML file.

Customer artifacts

A zipped file that contains the artifacts from the test run. It is configured in the artifacts:
section of your test spec YAML file.

Test spec shell script

An intermediate shell script file created from your YAML file. Because it is used in the test run,
the shell script file can be used for debugging the YAML file.

Test spec file

The YAML file used in the test run.

For more information, see Working with artifacts in Device Farm.
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Tagging AWS Device Farm resources

AWS Device Farm works with the AWS Resource Groups Tagging API. This API allows you to manage
resources in your AWS account with tags. You can add tags to resources, such as projects and test
runs.

You can use tags to:

« Organize your AWS bill to reflect your own cost structure. To do this, sign up to get your AWS
account bill with tag key values included. Then, to see the cost of combined resources, organize
your billing information according to resources with the same tag key values. For example, you
can tag several resources with an application name, and then organize your billing information
to see the total cost of that application across several services. For more information, see Cost
Allocation and Tagging in About AWS Billing and Cost Management.

» Control access through IAM policies. To do so, create a policy that allows access to a resource or
set of resources using a tag value condition.

« ldentify and manage runs that have certain properties as tags, such as the branch used for
testing.

For more information about tagging resources, see the Tagging Best Practices whitepaper.

Topics

« Tagging resources

« Looking up resources by tag

« Removing tags from resources

Tagging resources

The AWS Resource Group Tagging API allows you to add, remove, or modify tags on resources. For
more information, see the AWS Resource Group Tagging API Reference.

To tag a resource, use the TagResources operation from the resourcegroupstaggingapi

endpoint. This operation takes a list of ARNs from supported services and a list of key-value pairs.
The value is optional. An empty string indicates that there should be no value for that tag. For
example, the following Python example tags a series of project ARNs with the tag build-config
with the value release:
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import boto3
client = boto3.client('resourcegroupstaggingapi')

client.tag_resources(ResourceARNList=["arn:aws:devicefarm:us-
west-2:111122223333:project:123e4567-e89b-12d3-a456-426655440000",
"arn:aws:devicefarm:us-
west-2:111122223333:project:123e4567-e89b-12d3-a456-426655441111",
"arn:aws:devicefarm:us-
west-2:111122223333:project:123e4567-e89b-12d3-a456-426655442222"]
Tags={"build-config":"release", "git-commit":"8fe28cb"})

A tag value is not required. To set a tag with no value, use an empty string (" ") when specifying
a value. A tag can only have one value. Any previous value a tag has for a resource will be
overwritten with the new value.

Looking up resources by tag

To look up resources by their tags, use the GetResources operation from the
resourcegrouptaggingapi endpoint. This operation takes a series of filters, none of which
are required, and returns the resources that match the given criteria. With no filters, all tagged
resources are returned. The GetResources operation allows you to filter resources based on

» Tag value

» Resource type (for example, devicefarm: run)

For more information, see the AWS Resource Group Tagging API Reference.

The following example looks up Device Farm desktop browser testing sessions
(devicefarm:testgrid-session resources) with the tag stack that have the value
production:

import boto3
client = boto3.client('resourcegroupstaggingapi')
sessions = client.get_resources(ResourceTypeFilters=['devicefarm:testgrid-session'],
TagFilters=[
{"Key":"stack","Values":["production"]}
ip)
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Removing tags from resources

To remove a tag, use the UntagResources operation, specifying a list of resources and the tags to
remove:

import boto3

client = boto3.client('resourcegroupstaggingapi')
client.UntagResources(ResourceARNList=["arn:aws:devicefarm:us-
west-2:111122223333:project:123e4567-e89b-12d3-a456-426655440000"], TagKeys=["RunCI"])
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Working with test types in AWS Device Farm

This section describes Device Farm support for testing frameworks and built-in test types.

Testing frameworks

Device Farm supports these mobile automation testing frameworks:

Android application testing frameworks

» Working with Appium and AWS Device Farm

« Working with instrumentation for Android and AWS Device Farm

iOS application testing frameworks

» Working with Appium and AWS Device Farm

» Working with XCTest for iOS and AWS Device Farm

o XCTest Ul

Web application testing frameworks

Web applications are supported using Appium. For more information on bringing your tests to
Appium, see Working with Appium and AWS Device Farm.

Frameworks in a custom test environment

Device Farm does not provide support for customizing the test environment for the XCTest
framework. For more information, see Working with custom test environments.

Appium version support

For tests running in a custom environment, Device Farm supports Appium version 1. For more
information, see Test environments.
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Built-in test types

With built-in tests, you can test your application on multiple devices without having to write and
maintain test automation scripts. Device Farm offers one built-in test type:

e Built-in: fuzz (Android and iOS)

Working with Appium and AWS Device Farm

This section describes how to configure, package, and upload your Appium tests to Device Farm.
Appium is an open source tool for automating native and mobile web applications. For more
information, see Introduction to Appium on the Appium website.

For a sample app and links to working tests, see Device Farm Sample App for Android and Device
Farm Sample App for iOS on GitHub.

Version support

Support for various frameworks and programming languages depends on the language used.

Device Farm supports all Appium 1.x and 2.x server versions. For Android, you can choose any
major Appium version with devicefarm-cli. For example, to use Appium server version 2, add
these commands to your test spec YAML file:

phases:
install:
commands:
# To install a newer version of Appium such as version 2:
- export APPIUM_VERSION=2
- devicefarm-cli use appium $APPIUM_VERSION

For iOS, you can choose specific Appium versions with the avm or npm commands. For example, to
use the avm command to set the Appium server version to 2.1.2, add these commands to your test
spec YAML file:

phases:
install:
commands:
# To install a newer version of Appium such as version 2.1.2:
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- export APPIUM_VERSION=2.1.2
- avm $APPIUM_VERSION

Using the npm command to use the latest version of Appium 2, add these commands to your test
spec YAML file:

phases:
install:
commands:
- export APPIUM_VERSION=2
- npm install -g appium@$APPIUM_VERSION

For more information about devicefarm-cli or any other CLI commands, see the AWS CLI
reference.

To use all the features of the framework, like annotations, choose a custom test environment, and
use the AWS CLI or the Device Farm console to upload a custom test spec.

Topics

Configure your Appium test package

Create a zipped test package file

Upload your test package to Device Farm

Take screenshots of your tests (Optional)

Configure your Appium test package

Use the following instructions to configure your test package.
Java (JUnit)

1. Modify pom. xml to set packaging to a JAR file:

<groupId>com.acme</groupId>
<artifactId>acme-myApp-appium</artifactId>
<version>1.0-SNAPSHOT</version>
<packaging>jar</packaging>

2. Modify pom. xml to use maven-jar-plugin to build your tests into a JAR file.
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The following plugin builds your test source code (anything in the src/test directory)
into a JAR file:

<plugin>
<groupId>org.apache.maven.plugins</groupId>
<artifactId>maven-jar-plugin</artifactId>
<version>2.6</version>
<executions>
<execution>
<goals>
<goal>test-jar</goal>
</goals>
</execution>
</executions>
</plugin>

3. Modify pom.xml to use maven-dependency-plugin to build dependencies as JAR files.

The following plugin copies your dependencies into the dependency-jars directory:

<plugin>
<groupId>org.apache.maven.plugins</groupId>
<artifactId>maven-dependency-plugin</artifactId>
<version>2.10</version>
<executions>
<execution>
<id>copy-dependencies</id>
<phase>package</phase>
<goals>
<goal>copy-dependencies</goal>
</goals>
<configuration>
<outputDirectory>${project.build.directory}/dependency-jars/</
outputDirectory>
</configuration>
</execution>
</executions>
</plugin>

4. Save the following XML assembly to src/main/assembly/zip.xml.
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The following XML is an assembly definition that, when configured, instructs Maven to
build a .zip file that contains everything in the root of your build output directory and the
dependency-jars directory:

<assembly
xmlns="http://maven.apache.org/plugins/maven-assembly-plugin/assembly/1.1.0"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalocation="http://maven.apache.org/plugins/maven-assembly-plugin/
assembly/1.1.0 http://maven.apache.org/xsd/assembly-1.1.0.xsd">
<id>zip</id>
<formats>
<format>zip</format>
</formats>
<includeBaseDirectory>false</includeBaseDirectory>
<fileSets>
<fileSet>
<directory>${project.build.directory}</directory>
<outputDirectory>./</outputDirectory>
<includes>
<include>*.jar</include>
</includes>
</fileSet>
<fileSet>
<directory>${project.build.directory}</directory>
<outputDirectory>./</outputDirectory>
<includes>
<include>/dependency-jars/</include>
</includes>
</fileSet>
</fileSets>
</assembly>

5. Modify pom. xml to use maven-assembly-plugin to package tests and all dependencies
into a single .zip file.

The following plugin uses the preceding assembly to create a .zip file named zip-with-
dependencies in the build output directory every time mvn package is run:

<plugin>
<artifactId>maven-assembly-plugin</artifactId>
<version>2.5.4</version>
<executions>
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<execution>
<phase>package</phase>
<goals>
<goal>single</goal>
</goals>
<configuration>
<finalName>zip-with-dependencies</finalName>
<appendAssemblyId>false</appendAssemblyId>
<descriptors>
<descriptor>src/main/assembly/zip.xml</descriptor>
</descriptors>
</configuration>
</execution>
</executions>
</plugin>

(@ Note
If you receive an error that says annotation is not supported in 1.3, add the following to
pom. xml:

<plugin>
<artifactId>maven-compiler-plugin</artifactId>
<configuration>
<source>1.7</source>
<target>1.7</target>
</configuration>
</plugin>

Java (TestNG)

1. Modify pom. xml to set packaging to a JAR file:

<groupId>com.acme</groupId>
<artifactId>acme-myApp-appium</artifactId>
<version>1.0-SNAPSHOT</version>
<packaging>jar</packaging>

2. Modify pom.xml to use maven-jar-plugin to build your tests into a JAR file.
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The following plugin builds your test source code (anything in the src/test directory)
into a JAR file:

<plugin>
<groupId>org.apache.maven.plugins</groupId>
<artifactId>maven-jar-plugin</artifactId>
<version>2.6</version>
<executions>
<execution>
<goals>
<goal>test-jar</goal>
</goals>
</execution>
</executions>
</plugin>

3. Modify pom.xml to use maven-dependency-plugin to build dependencies as JAR files.

The following plugin copies your dependencies into the dependency-jars directory:

<plugin>
<groupId>org.apache.maven.plugins</groupId>
<artifactId>maven-dependency-plugin</artifactId>
<version>2.10</version>
<executions>
<execution>
<id>copy-dependencies</id>
<phase>package</phase>
<goals>
<goal>copy-dependencies</goal>
</goals>
<configuration>
<outputDirectory>${project.build.directory}/dependency-jars/</
outputDirectory>
</configuration>
</execution>
</executions>
</plugin>

4. Save the following XML assembly to src/main/assembly/zip.xml.
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The following XML is an assembly definition that, when configured, instructs Maven to
build a .zip file that contains everything in the root of your build output directory and the
dependency-jars directory:

<assembly
xmlns="http://maven.apache.org/plugins/maven-assembly-plugin/assembly/1.1.0"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalocation="http://maven.apache.org/plugins/maven-assembly-plugin/
assembly/1.1.0 http://maven.apache.org/xsd/assembly-1.1.0.xsd">
<id>zip</id>
<formats>
<format>zip</format>
</formats>
<includeBaseDirectory>false</includeBaseDirectory>
<fileSets>
<fileSet>
<directory>${project.build.directory}</directory>
<outputDirectory>./</outputDirectory>
<includes>
<include>*.jar</include>
</includes>
</fileSet>
<fileSet>
<directory>${project.build.directory}</directory>
<outputDirectory>./</outputDirectory>
<includes>
<include>/dependency-jars/</include>
</includes>
</fileSet>
</fileSets>
</assembly>

5. Modify pom. xml to use maven-assembly-plugin to package tests and all dependencies
into a single .zip file.

The following plugin uses the preceding assembly to create a .zip file named zip-with-
dependencies in the build output directory every time mvn package is run:

<plugin>
<artifactId>maven-assembly-plugin</artifactId>
<version>2.5.4</version>
<executions>
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<execution>
<phase>package</phase>
<goals>
<goal>single</goal>
</goals>
<configuration>
<finalName>zip-with-dependencies</finalName>
<appendAssemblyId>false</appendAssemblyId>
<descriptors>
<descriptor>src/main/assembly/zip.xml</descriptor>
</descriptors>
</configuration>
</execution>
</executions>
</plugin>

(@ Note

If you receive an error that says annotation is not supported in 1.3, add the following to
pom. xml:

<plugin>
<artifactId>maven-compiler-plugin</artifactId>
<configuration>
<source>1.7</source>
<target>1.7</target>
</configuration>
</plugin>

Node.JS

To package your Appium Node.js tests and upload them to Device Farm, you must install the
following on your local machine:

» Node Version Manager (nvm)

Use this tool when you develop and package your tests so that unnecessary dependencies are
not included in your test package.

» Node.js
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« npm-bundle (installed globally)

1. Verify that nvm is present
command -v nvm

You should see nvm as output.

For more information, see nvm on GitHub.

2. Run this command to install Node.js:

nvm install node

You can specify a particular version of Node.js:

nvm install 11.4.0

3. Verify that the correct version of Node is in use:

node -v

4. Install npm-bundle globally:

npm install -g npm-bundle

Python

1.  We strongly recommend that you set up Python virtualenv for developing and packaging

tests so that unnecessary dependencies are not included in your app package.

$ virtualenv workspace
$ cd workspace
$ source bin/activate
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® Tip

» Do not create a Python virtualenv with the --system-site-packages option,
because it inherits packages from your global site-packages directory. This can
result in including dependencies in your virtual environment that are not required
by your tests.

» You should also verify that your tests do not use dependencies that are
dependent on native libraries, because these native libraries might not be present
on the instance where these tests run.

2. Install py.test in your virtual environment.

$ pip install pytest

3. Install the Appium Python client in your virtual environment.

$ pip install Appium-Python-Client

4. Unless you specify a different path in custom mode, Device Farm expects your tests to be
stored in tests/. You can use find to show all files inside a folder:

$ find tests/

Confirm that these files contain test suites you wand to run on Device Farm

tests/
tests/my-first-tests.py
tests/my-second-tests/py

5. Run this command from your virtual environment workspace folder to show a list of your
tests without running them.

$ py.test --collect-only tests/

Confirm the output shows the tests that you want to run on Device Farm.

6. Clean all cached files under your tests/ folder:
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$ find . -name '__pycache_ ' -type d -exec rm -r {} +
$ find . -name '*.pyc' -exec rm -f {} +

$ find . -name '*.pyo' -exec rm -f {} +

$ find . -name '*~' -exec rm -f {} +

7. Run the following command in your workspace to generate the requirements.txt file:

$ pip freeze > requirements.txt

Ruby

To package your Appium Ruby tests and upload them to Device Farm, you must install the
following on your local machine:

Ruby Version Manager (RVM)

Use this command-line tool when you develop and package your tests so that unnecessary
dependencies are not included in your test package.

Ruby

Bundler (This gem is typically installed with Ruby.)

1. Install the required keys, RVM, and Ruby. For instructions, see Installing RVM on the RVM
website.

After the installation is complete, reload your terminal by signing out and then signing in
again.

(® Note
RVM is loaded as a function for the bash shell only.

2. Verify that rvm is installed correctly

command -v rvm

You should see rvm as output.

3. If you want to install a specific version of Ruby, such as 2. 5. 3, run the following command:
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rvm install ruby 2.5.3 --autolibs=0

Verify that you are on the requested version of Ruby:

ruby -v

4. Configure the bundler to compile packages for your desired testing platforms:

bundle config specific_platform true
5. Update your .lock file to add the platforms needed to run tests.

« If you're compiling tests to run on Android devices, then run this command to configure
the Gemfile to use dependencies for the Android test host:

bundle lock --add-platform x86_64-1inux

« If you're compiling tests to run on iOS devices, then run this command to configure the
Gemfile to use dependencies for the iOS test host:

bundle lock --add-platform x86_64-darwin

6. The bundler gem is usually installed by default. If it is not, install it:

gem install bundler -v 2.3.26

Create a zipped test package file

/A Warning

In Device Farm, the folder structure of files in your zipped test package matters, and some
archival tools will change the structure of your ZIP file implicitly. We recommend that you
follow the specified command-line utilities below rather than use the archival utilities built
into the file manager of your local desktop (such as Finder or Windows Explorer).

Now, bundle your tests for Device Farm.
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Java (JUnit)

Build and package your tests:

$ mvn clean package -DskipTests=true

The file zip-with-dependencies. zip will be created as a result. This is your test package.
Java (TestNG)

Build and package your tests:

$ mvn clean package -DskipTests=true

The file zip-with-dependencies. zip will be created as a result. This is your test package.
Node.JS

1. Check out your project.

Make sure you are at the root directory of your project. You can see package. json at the
root directory.

2. Run this command to install your local dependencies.

npm install

This command also creates a node_modules folder inside your current directory.

(@ Note

At this point, you should be able to run your tests locally.

3. Run this command to package the files in your current folder into a *.tgz file. The file is
named using the name property in your package. json file.

npm-bundle

This tarball (.tgz) file contains all your code and dependencies.

4. Run this command to bundle the tarball (*.tgz file) generated in the previous step into a
single zipped archive:
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zip -r MyTests.zip *.tgz

This is the MyTests. zip file that you upload to Device Farm in the following procedure.

Python
Python 2

Generate an archive of the required Python packages (called a "wheelhouse") using pip:

$ pip wheel --wheel-dir wheelhouse -r requirements.txt

Package your wheelhouse, tests, and pip requirements into a zip archive for Device Farm:
$ zip -r test_bundle.zip tests/ wheelhouse/ requirements.txt

Python 3

Package your tests and pip requirements into a zip file:

$ zip -r test_bundle.zip tests/ requirements.txt

Ruby

1. Run this command to create a virtual Ruby environment:

# myGemset is the name of your virtual Ruby environment
rvm gemset create myGemset

2. Run this command to use the environment you just created:

rvm gemset use myGemset
3. Check out your source code.

Make sure you are at the root directory of your project. You can see Gemfile at the root
directory.

4. Run this command to install your local dependencies and all gems from the Gemfile:
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bundle install

(@ Note

At this point, you should be able to run your tests locally. Use this command to run
a test locally:

bundle exec $test_command

5. Package your gems in the vendor/cache folder.

# This will copy all the .gem files needed to run your tests into the vendor/
cache directory
bundle package --all-platforms

6. Run the following command to bundle your source code, along with all your dependencies,
into a single zipped archive:

zip -r MyTests.zip Gemfile vendor/ $(any other source code directory files)

This is the MyTests. zip file that you upload to Device Farm in the following procedure.

Upload your test package to Device Farm

You can use the Device Farm console to upload your tests.

1. Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. If you are a new user, choose New project, enter a name for the project, then choose Submit.

If you already have a project, you can choose it to upload your tests to it.
4. Open your project, and then choose Create a new run.

5. For native Android and iOS tests

On the Choose application page, choose Mobile App, then select Choose File to upload
your application's distributable package.
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® Note

The file must be either an Android . apk or aniOS . ipa. iOS Applications must be
built for real devices, not the Simulator.

For Mobile Web application tests

On the Choose application page, choose Web App.

6. Give your test an appropriate name. This may contain any combination of spaces or
punctuation.

7. Choose Next.

8. On the Configure page, in the Setup test framework section, choose Appium Language, then
Choose File.

9. Browse to and choose the .zip file that contains your tests. The .zip file must follow the format
described in Configure your Appium test package.

10. Choose Run your test in a custom environment. This execution environment allows for full
control over test setup, teardown, and invocation, as well as choosing specific versions of
runtimes and the Appium server. You can configure your custom environment via the test spec
file. For more information, see Working with custom test environments in AWS Device Farm.

11. Choose Next, and then follow the instructions to select devices and start the run. For more
information, see Create a test run in Device Farm.

(® Note

Device Farm does not modify Appium tests.

Take screenshots of your tests (Optional)
You can take screenshots as part of your tests.

Device Farm sets the DEVICEFARM_SCREENSHOT_PATH property to a fully qualified path on the
local file system where Device Farm expects Appium screenshots to be saved. The test-specific
directory where the screenshots are stored is defined at runtime. The screenshots are pulled into
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your Device Farm reports automatically. To view the screenshots, in the Device Farm console,
choose the Screenshots section.

For more information on taking screenshots in Appium tests, see Take Screenshot in the Appium

APl documentation.

Working with Android tests in AWS Device Farm

Device Farm provides support for several automation test types for Android devices, and two built-
in tests.

Android application testing frameworks
The following tests are available for Android devices.

» Working with Appium and AWS Device Farm

« Working with instrumentation for Android and AWS Device Farm

Built-in test types for Android
There's one built-in test type available for Android devices.

e Built-in: fuzz (Android and iOS)

Working with instrumentation for Android and AWS Device Farm

Device Farm provides support for Instrumentation (JUnit, Espresso, Robotium, or any
Instrumentation-based tests) for Android.

Device Farm also provides a sample Android application and links to working tests in three Android
automation frameworks, including Instrumentation (Espresso). The Device Farm sample app for

Android is available for download on GitHub.

Topics

+ What is instrumentation?

« Upload your Android instrumentation tests

» Taking screenshots in Android instrumentation tests

« Additional considerations for Android instrumentation tests
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» Standard mode test parsing

What is instrumentation?

Android instrumentation makes it possible for you to invoke callback methods in your test code

so you can run through the lifecycle of a component step by step, as if you were debugging the
component. For more information, see Instrumented tests in the Test types and locations section of
the Android Developer Tools documentation.

Upload your Android instrumentation tests

Use the Device Farm console to upload your tests.

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. Inthe list of projects, choose the project that you want to upload your tests to.

® Tip
You can use the search bar to filter the project list by name.
To create a project, follow the instructions in Create a project in AWS Device Farm.

If the Create a new run button is displayed, choose it.
On the Choose application page, select Choose File.
Browse to and choose your Android app file. The file must be an .apk file.

Choose Next.

© N o U A

On the Configure page, in the Setup test framework section, choose Instrumentation, and
then select Choose File.

9. Browse to and choose the .apk file that contains your tests.

10. Choose Next, and then complete the remaining instructions to select devices and start the run.

Taking screenshots in Android instrumentation tests
You can take screenshots as part of your Android Instrumentation tests.

To take screenshots, call one of the following methods:
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« For Robotium, call the takeScreenShot method (for example, solo.takeScreenShot();).

» For Spoon, call the screenshot method, for example:

Spoon.screenshot(activity, "initial_state");
/* Normal test code... */
Spoon.screenshot(activity, "after_login");

During a test run, Device Farm gets screenshots from the following locations on the devices, if they
exist, and then adds them to the test reports:

/sdcard/robotium-screenshots

/sdcard/test-screenshots

/sdcard/Download/spoon-screenshots/test-class-name/test-method-name

/data/data/application-package-name/app_spoon-screenshots/test-class-
name/test-method-name

Additional considerations for Android instrumentation tests

System Animations

Per the Android documentation for Espresso testing, it is recommended that system animations

are turned off when testing on real devices. Device Farm automatically disables Window
Animation Scale, Transition Animation Scale, and Animator Duration Scale settings when it
executes with the android.support.test.runner.AndroidJUnitRunner instrumentation test runner.

Test Recorders
Device Farm supports frameworks, such as Robotium, that have record-and-playback scripting
tools.

Standard mode test parsing

In the standard mode of a run, Device Farm parses your test suite and identifies the unique test
classes and methods that it will run. This is done through a tool called Dex Test Parser.

When given an Android instrumentation .apk file as input, the parser returns the fully qualified
method names of the tests that match JUnit 3 and JUnit 4 conventions.

Instrumentation API Version 2015-06-23 92


https://developer.android.com/training/testing/espresso
http://developer.android.com/reference/android/support/test/runner/AndroidJUnitRunner.html
https://github.com/linkedin/dex-test-parser

AWS Device Farm Developer Guide

To test this in a local environment:

1. Download the dex-test-parser binary.

2. Run the following command to get the list of test methods that will run on Device Farm:

java -jar parser.jar path/to/apk path/for/output

Working with iOS tests in AWS Device Farm

Device Farm provides support for several automation test types for iOS devices, and a built-in test.

iOS application testing frameworks

The following tests are available for iOS devices.

» Working with Appium and AWS Device Farm
» Working with XCTest for iOS and AWS Device Farm
o XCTest Ul

Built-in test types for iOS

There is currently one built-in test type available for iOS devices.

e Built-in: fuzz (Android and iOS)

Working with XCTest for iOS and AWS Device Farm

With Device Farm, you can use the XCTest framework to test your app on real devices. For more
information about XCTest, see Testing Basics in Testing with Xcode.

To run a test, you create the packages for your test run, and you upload these packages to Device
Farm.

Topics

» Creating the packages for your XCTest run

» Uploading the packages for your XCTest run to Device Farm
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Creating the packages for your XCTest run

To test your app by using the XCTest framework, Device Farm requires the following:

» Your app package as a . ipa file.

» Your XCTest package as a . zip file.

You create these packages by using the build output that Xcode generates. Complete the following
steps to create the packages so that you can upload them to Device Farm.

To generate the build output for your app

1. Open your app project in Xcode.

2. Inthe scheme dropdown menu in the Xcode toolbar, choose Generic iOS Device as the
destination.

3. In the Product menu, choose Build For, and then choose Testing.

To create the app package

1. In the project navigator in Xcode, under Products, open the contextual menu for the file
named app-project-name.app. Then, choose Show in Finder. Finder opens a folder named
Debug-iphoneos, which contains the output that Xcode generated for your test build. This
folder includes your . app file.

2. In Finder, create a new folder, and name it Payload.
3. Copythe app-project-name.app file, and paste it in the Payload folder.

4. Open the contextual menu for the Payload folder and choose Compress "Payload". A file
named Payload. zip is created.

5. Change the file name and extension of Payload.zip to app-project-name.ipa.
In a later step, you provide this file to Device Farm. To make the file easier to find, you might
want to move it to another location, such as your desktop.

6. Optionally, you can delete the Payload folder and the . app file in it.
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To create the XCTest package

1.

In Finder, in the Debug-iphoneos directory, open the contextual menu for the app-
project-name.app file. Then, choose Show Package Contents.

In the package contents, open the Plugins folder. This folder contains a file named app-
project-name.xctest.

Open the contextual menu for this file and choose Compress "app-project-name.xctest".
A file named app-project-name.xctest.zip is created.

In a later step, you provide this file to Device Farm. To make the file easier to find, you might
want to move it to another location, such as your desktop.

Uploading the packages for your XCTest run to Device Farm

Use the Device Farm console to upload the packages for your test.

1.
2.

N o v &~ W

Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.

If you don't have a project already, create one. For the steps to create a project, see Create a
project in AWS Device Farm.

Otherwise, on the Device Farm navigation panel, choose Mobile Device Testing, then choose
Projects.

Choose the project that you want to use to run the test.
Choose Create a new run.

On the Choose application page, choose Mobile App.
Select Choose File.

Browse to the . ipa file for your app and upload it.

(® Note

Your . ipa package must be built for testing.

After the upload completes, choose Next.

On the Configure page, in the Setup test framework section, choose XCTest. Then, select
Choose File.

10. Browse to the . zip file that contains the XCTest package for your app and upload it.
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11. After the upload completes, choose Next.

12. Complete the remaining steps in the project creation process. You will select the devices that
you want to test on and specify the device state.

13. After you configure your run, on the Review and start run page, choose Confirm and start
run.

Device Farm runs your test and shows the results in the console.

Working with XCTest Ul testing framework for iOS and AWS Device
Farm

Device Farm provides support for XCTest Ul testing framework for iOS. Specifically, Device Farm
supports XCTest Ul tests written in both Objective-C and Swift.

Topics

o What is XCTest Ul testing framework?

« Prepare your iOS XCTest Ul tests

« Upload your iOS XCTest Ul tests

» Taking screenshots in iOS XCTest Ul tests

What is XCTest Ul testing framework?

XCTest Ul framework is the new testing framework introduced with Xcode 7. This framework
extends XCTest with Ul testing capabilities. For more information, see User Interface Testing in the

iOS Developer Library.
Prepare your iOS XCTest Ul tests

Your iOS XCTest Ul test runner bundle must be contained in a properly formatted .ipa file.

To create an .ipa file, place your my-project-nameUITest-Runner.app bundle in an empty Payload
directory. Next, archive the Payload directory into a .zip file and then change the file extension
to .ipa. The *UITest-Runner.app bundle is produced by Xcode when you build your project for
testing. It can be found in the Products directory for your project.
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Upload your iOS XCTest Ul tests
Use the Device Farm console to upload your tests.

1. Signin to the Device Farm console at https://console.aws.amazon.com/devicefarm.

2. On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

3. Inthe list of projects, choose the project that you want to upload your tests to.

® Tip
You can use the search bar to filter the project list by name.
To create a project, follow the instructions in Create a project in AWS Device Farm

4. |If the Create a new run button is displayed, choose it.
On the Choose application page, select Choose File.

6. Browse to and choose your iOS app file. The file must be an .ipa file.

(@ Note

Make sure that your .ipa file is built for an iOS device and not for a simulator.

7. Choose Next.

8. On the Configure page, in the Setup test framework section, choose XCTest Ul, and then
select Choose File.

9. Browse to and choose the .ipa file that contains your iOS XCTest Ul test runner.

10. Choose Next, and then complete the remaining instructions to select the devices to run your
tests on and start the run.

Taking screenshots in iOS XCTest Ul tests

XCTest Ul tests capture screenshots automatically for every step of your tests. These screenshots
are displayed in your Device Farm test report. No additional code is required.

Working with web app tests in AWS Device Farm

Device Farm provides testing with Appium for web applications. For more information on setting
up your Appium tests on Device Farm, see the section called “Appium”.
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Rules for metered and unmetered devices

Metering refers to billing for devices. By default, Device Farm devices are metered and you are
charged per minute after the free trial minutes are used up. You can also choose to purchase
unmetered devices, which allow unlimited testing for a flat monthly fee. For more information
about pricing, see AWS Device Farm Pricing.

If you choose to start a run with a device pool that contains both iOS and Android devices, there
are rules for metered and unmetered devices. For example, if you have five unmetered Android
devices and five unmetered iOS devices, your web test runs use your unmetered devices.

Here is another example: Suppose you have five unmetered Android devices and O unmetered iOS
devices. If you select only Android devices for your web run, your unmetered devices are used. If
you select both Android and iOS devices for your web run, the billing method is metered, and your
unmetered devices are not used.

Working with built-in tests in AWS Device Farm
Device Farm provides support for built-in test types for Android and iOS devices.
Built-in test types

Built-in tests make it possible for you to test your apps without writing scripts.

e Built-in: fuzz (Android and iOS)

Working with the built-in fuzz test for Device Farm

Device Farm provides a built-in fuzz test type.

What is the built-in fuzz test?

The built-in fuzz test randomly sends user interface events to devices and then reports results.
Use the built-in fuzz test type

Use the Device Farm console to run the built-in fuzz test.

1. Sign in to the Device Farm console at https://console.aws.amazon.com/devicefarm.
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On the Device Farm navigation panel, choose Mobile Device Testing, then choose Projects.

In the list of projects, choose the project where you want to run the built-in fuzz test.

® Tip
You can use the search bar to filter the project list by name.
To create a project, follow the instructions in Create a project in AWS Device Farm.

If the Create a new run button is displayed, choose it.

On the Choose application page, select Choose File.

Browse to and choose your app file where you want to run the built-in fuzz test.
Choose Next.

On the Configure page, in the Setup test framework section, choose Built-in: Fuzz.

If any of the following settings appear, you can either accept the default values or specify your
own:

« Event count: Specify a number between 1 and 10,000, representing the number of user
interface events for the fuzz test to perform.

« Event throttle: Specify a number between 0 and 1,000, representing the number of
milliseconds for the fuzz test to wait before performing the next user interface event.

« Randomizer seed: Specify a number for the fuzz test to use for randomizing user interface
events. Specifying the same number for subsequent fuzz tests ensures identical event
sequences.

10. Choose Next, and then complete the remaining instructions to select devices and start the run.
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Working with custom test environments in AWS Device
Farm

AWS Device Farm enables configuring a custom environment for automated testing (custom
mode), which is the recommended approach for all Device Farm users. To learn more about
environments in Device Farm, see Test environments.

Benefits of the Custom Mode as opposed to the Standard Mode include:

» Faster end-to-end test execution: The test package isn't parsed to detect every test in the suite,
avoiding preprocessing/postprocessing overhead.

« Live log and video streaming: Your client-side test logs and video are live streamed when using
Custom Mode. This feature isn't available in the standard mode.

« Captures all artifacts: On the host and device, Custom Mode allows you to capture all test
artifacts. This may not be possible in the standard mode.

« More consistent and replicable local environment: When in Standard Mode, artifacts will be
provided for each individual test separately, which can be beneficial under certain circumstances.
However, your local test environment may deviate from the original configuration as Device Farm
handles each executed test differently.

In contrast, Custom Mode enables you to make your Device Farm test execution environment
consistently in line with with your local test environment.

Custom environments are configured using a YAML-formatted test specification (test spec) file.
Device Farm provides a default test spec file for each supported test type that can be used as is or
customized; customizations like test filters or config files can be added to the test spec. Edited test
specs can be saved for future test runs.

For more information, see Uploading a Custom Test Spec Using the AWS CLI and Create a test run

in Device Farm.

Topics

» Test spec syntax

o Test spec example

« Working with the Amazon Linux 2 test environment for Android tests
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» Migrating tests from a standard test environment to a custom test environment

» Extending custom test environments in Device Farm

Test spec syntax

This is the YAML test spec file structure:

The test spec contains the following:

Environment variables

version: 0.1

phases:
install:
commands:
- command
- command
pre_test:
commands:
- command
- command
test:
commands:
- command
- command
post_test:
commands:
- command
- command

artifacts:
- location
- location

version

Reflects the Device Farm supported test spec version. The current version number is 0.1.

phases

This section contains groups of commands executed during a test run.

Test spec syntax
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The allowed test phase names are:

install
Optional.

Default dependencies for testing frameworks supported by Device Farm are already
installed. This phase contains additional commands, if any, that Device Farm runs during
installation.

pre_test
Optional.

The commands, if any, executed before your automated test run.

test
Optional.

The commands executed during your automated test run. If any command in the test phase
fails, the test is marked as failed.

post_test
Optional.

The commands, if any, executed after your automated test run.

artifacts
Optional.

Device Farm gathers artifacts such as custom reports, log files, and images from a location
specified here. Wildcard characters are not supported as part of an artifact location, so you
must specify a valid path for each location.

These test artifacts are available for each device in your test run. For information about
retrieving your test artifacts, see Using artifacts in a custom test environment.

/A Important

A test spec must be formatted as a valid YAML file. If the indenting or spacing in your test
spec are invalid, your test run can fail. Tabs are not allowed in YAML files. You can use a
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YAML validator to test whether your test spec is a valid YAML file. For more information,
see the YAML website.

Test spec example

This is an example of a Device Farm YAML test spec that configures an Appium Java TestNG test
run:

version: 0.1

# This flag enables your test to run using Device Farm's Amazon Linux 2 test host when
scheduled on

# Android devices. By default, i0S device tests will always run on Device Farm's macOS
test hosts.

# For Android, you can explicitly select your test host to use our Amazon Linux 2
infrastructure.

# For more information, please see:

# https://docs.aws.amazon.com/devicefarm/latest/developerguide/amazon-linux-2.html
android_test_host: amazon_linux_2

# Phases represent collections of commands that are executed during your test run on
the test host.
phases:

# The install phase contains commands for installing dependencies to run your tests.
# For your convenience, certain dependencies are preinstalled on the test host.

# For Android tests running on the Amazon Linux 2 test host, many software libraries
are available

# from the test host using the devicefarm-cli tool. To learn more, please see:

# https://docs.aws.amazon.com/devicefarm/latest/developerguide/amazon-linux-2-
devicefarm-cli.html

# For i0OS tests, you can use the Node.JS tools nvm, npm, and avm to setup your
environment. By
# default, Node.js versions 16.20.2 and 14.19.3 are available on the test host.
install:
commands:
# The Appium server is written using Node.js. In order to run your desired
version of Appium,
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# you first need to set up a Node.js environment that is compatible with your
version of Appium.
- -
if [ $DEVICEFARM_DEVICE_PLATFORM_NAME = "Android" 1;
then
devicefarm-cli use node 16;
else
# For i0S, use "nvm use" to switch between the two preinstalled NodelS
versions 14 and 16,
# and use '"nvm install" to download a new version of your choice.
nvm use 16;
fi;
- node --version

# Use the devicefarm-cli to select a preinstalled major version of Appium on
Android.
# Use avm or npm to select Appium for iOS.
= [=
if [ $DEVICEFARM_DEVICE_PLATFORM_NAME = "Android" 1];
then
# For Android, the Device Farm service automatically updates the preinstalled
Appium versions
# over time to incorporate the latest minor and patch versions for each major
version. If you
# wish to select a specific version of Appium, you can instead use NPM to
install it:
# npm install -g appium@2.1.3;
devicefarm-cli use appium 2;
else
# For i0S, Appium versions 1.22.2 and 2.2.1 are preinstalled and selectable
through avm.
# For all other versions, please use npm to install them. For example:
# npm install -g appium@2.1.3;
# Note that, for iOS devices, Appium 2 is only supported on iOS version 14
and above using
# NodeJS version 16 and above.
avm 2.2.1;
fi;
- appium --version

# For Appium version 2, for Android tests, Device Farm automatically updates the
preinstalled

# UIAutomator2 driver over time to incorporate the latest minor and patch
versions for its major
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# version 2. If you want to install a specific version of the driver, you can use
the Appium

# extension CLI to uninstall the existing UIAutomator2 driver and install your
desired version:

# - |-

# if [ $DEVICEFARM_DEVICE_PLATFORM_NAME = "Android" 1;
# then

# appium driver uninstall uiautomator2;

# appium driver install uiautomator2@2.34.0;

# fi;

# For Appium version 2, for iOS tests, the XCUITest driver is preinstalled using
version 5.7.0

# If you want to install a different version of the driver, you can use the
Appium extension CLI

# to uninstall the existing XCUITest driver and install your desired version:

# - |-

# if [ $DEVICEFARM_DEVICE_PLATFORM_NAME = "i0QS" 1;
# then

# appium driver uninstall xcuitest;

# appium driver install xcuitest@5.8.1;

# fi;

# We recommend setting the Appium server's base path explicitly for accepting
commands.
export APPIUM_BASE_PATH=/wd/hub

# Install the NodelS dependencies.
cd $DEVICEFARM_TEST_PACKAGE_PATH

# First, install dependencies which were packaged with the test package using
npm-bundle.

- npm install *.tgz

# Then, optionally, install any additional dependencies using npm install.

# If you do run these commands, we strongly recommend that you include your
package-lock.json

# file with your test package so that the dependencies installed on Device Farm

match
# the dependencies you've installed locally.
# - cd node_modules/*
# - npm install

# The pre-test phase contains commands for setting up your test environment.
pre_test:
commands:
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# Device farm provides different pre-built versions of WebDriverAgent, an
essential Appium

# dependency for iOS devices, and each version is suggested for different
versions of Appium:

# DEVICEFARM_WDA_DERIVED_DATA_PATH_V8: this version is suggested for Appium 2

# DEVICEFARM_WDA_DERIVED_DATA_PATH_V7: this version is suggested for Appium 1

# Additionally, for iOS versions 16 and below, the device unique identifier
(UDID) needs

# to be slightly modified for Appium tests.

= [=

if [ $DEVICEFARM_DEVICE_PLATFORM_NAME = "i0S" 1];

then
if [ $(appium --version | cut -d "." -fl1) -ge 2 ];
then
DEVICEFARM_WDA_DERIVED_DATA_PATH=$DEVICEFARM_WDA_DERIVED_DATA_PATH_VS;
else
DEVICEFARM_WDA_DERIVED_DATA_PATH=$DEVICEFARM_WDA_DERIVED_DATA_PATH_V7;
fi;
if [ $(echo $DEVICEFARM_DEVICE_OS_VERSION | cut -d "." -f 1) -le 16 1;
then
DEVICEFARM_DEVICE_UDID_FOR_APPIUM=$(echo $DEVICEFARM_DEVICE_UDID | tr -d
H=t)2
else
DEVICEFARM_DEVICE_UDID_FOR_APPIUM=$DEVICEFARM_DEVICE_UDID;
fi;
fi;

# Appium downloads Chromedriver using a feature that is considered insecure for
multitenant

# environments. This is not a problem for Device Farm because each test host is
allocated

# exclusively for one customer, then terminated entirely. For more information,
please see

# https://github.com/appium/appium/blob/master/packages/appium/docs/en/guides/
security.md

# We recommend starting the Appium server process in 